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Abstract

Achieving realistic lighting in mobile Augmented Reality (AR) remains a fundamental
challenge, especially on commodity smartphones that lack specialized hardware or ad-
vanced rendering capabilities. Among the most critical components of visual realism is
shadow behavior — particularly the ability to match real-world lighting direction and
project accurate shadows beneath virtual objects. When shadows are misaligned or
poorly rendered, the illusion of realism breaks down, reducing the immersive quality of
the AR experience.

This research presents a lightweight, hardware-free method for estimating the direc-
tion of a dominant light source and rendering dynamic shadows in app-based AR environ-
ments. Unlike traditional methods that rely on depth sensors, LIDAR, HDR imaging, or
pre-trained neural networks, this system uses a camera-only approach based on brightest
pixel detection and ARCore hit testing. The environment is initially scanned for 3—4
seconds to detect the brightest pixel in the grayscale video stream, which is assumed to
represent the direction of the primary indoor light source. A second hit test is performed
at that pixel to retrieve a 3D coordinate, from which a light direction vector is computed
relative to the placed object’s position. This vector is then used to project shadows using
a custom vector-based rendering pipeline.

The implementation was carried out using ARCore and Sceneform, targeting mid-
range Android devices such as the Samsung Galaxy M31. 3D models were prepared in
‘.stb® format, and shadow projection was handled natively without relying on external
rendering engines like Three.js. Shadows appear as hard-edged silhouettes, and are up-
dated in real time as the user moves the camera, maintaining consistent alignment with
the perceived light direction. Despite the absence of soft shadowing or penumbra effects,
the system was able to deliver a compelling level of visual coherence under controlled
single-light indoor environments.

Evaluation was conducted through a user study involving 16 participants who ob-
served both a physical pink sphere and its virtual counterpart rendered with shadows in
the AR application. Participants rated shadow alignment, realism, responsiveness, and
perceived quality through a structured questionnaire. Results show high agreement in
responsiveness (average score: 4.50/5), shadow alignment (4.25/5), and perceived realism
(4.08/5), confirming the effectiveness of the brightest-pixel and vector-based shadowing
technique. Open-ended feedback revealed appreciation for the system’s speed and vi-
sual grounding, while also suggesting enhancements such as a progress indicator during
scanning and softer shadow edges.

This research contributes a device-compatible, efficient, and interactive lighting esti-
mation pipeline that avoids heavy computation or restricted APIs. It bridges the gap
between performance and realism, offering a practical baseline for mobile AR applica-
tions in areas like design previews, educational tools, and prototyping. The thesis also
identifies limitations—such as lack of support for multiple light sources, fixed lighting af-
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ter placement, and absence of ambient light effects—and outlines detailed directions for
future work, including soft shadow simulation, dynamic light updates, and cross-platform
deployment.
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Chapter 1

Introduction

1.1 Overview

In the modern era of technology, Augmented Reality (AR) has become one of the most ex-
citing and fast-developing areas in computer science and mobile computing. AR combines
digital information with the user’s environment in real time, allowing users to interact
with virtual elements as if they were part of the real world. Unlike Virtual Reality (VR),
which replaces the real world entirely, AR enhances what we see, hear, and feel by adding
digital components to it. Over the last decade, the growth of mobile computing devices
like smartphones and tablets has played a major role in bringing AR technology into the
hands of everyday users. These devices now come with cameras, motion sensors, and
powerful processors, making them ideal platforms for delivering AR experiences. As a
result, AR has moved beyond experimental labs into real-world applications, including
education, medicine, manufacturing, entertainment, retail, and marketing. The funda-
mental idea of AR is to create a blended reality, where digital objects behave naturally
within a physical space. For this to happen, AR systems need to understand the environ-
ment—detecting surfaces, estimating lighting, tracking user movement, and updating the
virtual content accordingly. While many of these problems have been addressed in vari-
ous ways, real-time lighting estimation—especially on mobile devices—remains a complex
and unsolved challenge in many cases. This thesis aims to address that gap by presenting
a method that detects real-world light direction in real time using a smartphone’s camera
and applies it to the rendering process in app-based AR. The goal is to make virtual
objects appear more realistic by adapting their lighting and shadow behavior according
to the actual environment the user is in. The solution is designed to work on everyday
mobile phones, without requiring any external sensors or expensive equipment.

1.2 Augmented Reality and Its Evolution

The concept of Augmented Reality is not new—it has existed for several decades, with
early research in the 1960s and 1990s exploring the potential of overlaying digital data
on physical spaces. However, it is only in recent years that AR has seen a boom in
commercial use, driven mainly by advances in mobile technology, graphics processing,
computer vision, and machine learning. AR is typically categorized into two main types:

1. App-Based AR — where users download a mobile application to access AR features.
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2. Web-Based AR (WebAR) — which runs directly in the mobile browser, removing
the need for installation.

App-based AR offers greater power, flexibility, and access to device capabilities, such
as camera controls, GPU acceleration, and depth sensors. Frameworks like ARCore
(Android) [3] and ARKit (i0S) [4] provide robust toolkits for surface detection, motion
tracking, and environmental understanding. These frameworks have made it easier for
developers to create rich AR experiences. In contrast, WebAR offers convenience but
lacks the performance needed for complex tasks such as lighting estimation or realistic
rendering. Most WebAR platforms rely on WebGL [5], and while libraries like Three.js
help developers create 3D content, limitations remain in terms of access to advanced
hardware features and rendering capabilities. Over time, the evolution of AR has gone
from static overlays (e.g., QR code-based triggers) to interactive, spatially aware, real-
time systems that understand the geometry and lighting of the environment. While major
strides have been made in tracking, object detection, and physics simulation in AR, light-
ing realism still lags behind, especially in mobile implementations. Another important
development in AR has been the introduction of depth APIs in mobile platforms, allow-
ing better perception of the environment in 3D. This makes it possible to place virtual
objects on walls, floors, or furniture more accurately. However, detecting the light source
in such scenes and casting realistic shadows remains a major challenge, particularly when
computational resources are limited. Thus, the evolution of AR has set the foundation
for more immersive applications, but further progress in real-time environmental lighting
detection is essential for fully convincing and seamless AR experiences.

1.3 Importance of Real-Time Lighting in AR

Realism is the key to a successful AR experience. For users to accept and engage with
virtual content as if it belongs in their physical space, the digital elements must behave
like real-world objects. One of the most critical aspects of this realism is how light
interacts with the virtual objects. In the real world, lighting affects the color, shape,
appearance, and visibility of every object. Light determines where shadows fall, how
reflections appear, and how materials look under different lighting conditions. Therefore,
when virtual objects are placed in a physical scene, it becomes essential to match the
lighting conditions of the real environment. This includes not just the brightness or
color of the light, but also the direction it comes from and how it changes as the user or
the object moves. Without accurate lighting, virtual objects can appear fake, floaty, or
detached. For example, a virtual chair placed on a real floor without a proper shadow
will look like it’s hovering. A 3D lamp that doesn’t cast light in the correct direction
will seem out of place. These inconsistencies break the illusion of AR and reduce user
immersion. Real-time lighting plays a major role in multiple aspects of AR applications:

e Shadows: Shadows provide essential spatial cues that help users understand the
placement, size, and interaction of objects in the scene.

e Material Rendering: Realistic lighting is important for materials like glass, metal,
or plastic, which behave differently depending on how light hits them.

e User Interaction: In interactive AR, lighting changes may need to respond to user
actions or movements, which requires immediate feedback.
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e Real-Time Applications: In areas like AR navigation, virtual shopping, or live
streaming with AR filters, the experience must respond instantly to changes in the
environment.

However, mobile devices have limited processing power and battery life, making com-
plex lighting calculations difficult. Most AR apps today still rely on fixed or pre-defined
lighting conditions, often placed manually by developers. These lights do not change
based on the real-world surroundings, making the virtual content less believable. There-
fore, it is vital to develop solutions that detect light in real time from a live camera feed,
and adjust the rendering of virtual objects accordingly, even on simple smartphones.
This becomes even more important in indoor environments where the light sources may
be fixed, moving, or partially obstructed. This research takes a step in that direction by
detecting the brightest point in a live video frame to estimate the light direction, then
using that to control a directional light in a 3D engine (Three.js) for accurate shadow
casting. With ARCore’s depth API, the system can be extended into 3D space, allowing
more precise positioning of light sources and more believable visual results. By achieving
this in real time using only mobile hardware, this project opens the door to more im-
mersive, dynamic, and intelligent AR experiences that better reflect the user’s real-world
environment.

1.4 Existing Challenges

Despite the advancements in AR technologies and the increasing use of AR applications
on mobile devices, accurately capturing and applying environmental lighting in real-time
remains a complex problem, especially when constrained to run entirely on smartphones.
One of the most common methods for acquiring light information in augmented reality is
through Image-Based Lighting (IBL), which often requires capturing high dynamic range
(HDR) images of the scene using special setups like mirror balls or 360° panoramas. These
HDR environment maps allow accurate detection of light sources, their intensities, and
color distribution. However, such approaches suffer from several limitations: Hardware
Dependency: IBL typically requires external cameras, depth sensors, or mirror spheres,
which are not present on standard smartphones. This makes the method inaccessible for
general mobile users.

e Offline Processing: Many IBL-based lighting techniques are not real-time, as they
involve time-consuming rendering or preprocessing steps. This contradicts the re-
sponsive nature of mobile AR, where instant feedback is crucial for user immersion.

e Limited Viewpoints: Light captured through environment maps is limited to a spe-
cific position and orientation, meaning it cannot adapt dynamically to user move-
ment or changes in the scene.

e High Computational Cost: Techniques involving deep learning, Monte Carlo ray
tracing [6], or complex global illumination algorithms often exceed the computa-
tional budget of smartphones, resulting in poor frame rates and excessive battery
consumption.

Another category of approaches involves machine learning and deep learning models
trained to predict lighting conditions from single images or small video sequences. While
promising, these models generally face the following issues:
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e Training Data Dependency: Deep learning methods require large annotated datasets
(e.g., Laval Indoor HDR, SUNCG), which are often unavailable, private, or limited
in variety.

e Generalization Problems: A model trained on a specific dataset might perform
poorly when exposed to new lighting conditions or unseen indoor environments.

e Static Inputs: Many methods work on still images, making them unsuitable for
dynamic AR scenarios that require continuous, frame-by-frame adaptation.

Furthermore, most of the existing AR applications use hardcoded or manually ad-
justed lighting (e.g., setting directional light at a fixed angle), without any actual analysis
of the real environment. While this allows for faster rendering and easier development,
it produces virtual objects that do not react to real-world light, making them look un-
natural and out of place. Another common limitation is that shadow rendering is often
constrained to single planar surfaces, like the floor, whereas real environments often con-
sist of multiple planes—walls, tables, and corners. Realistic shadow casting across these
different surfaces is rarely addressed in mobile AR applications due to the complexity of
3D scene reconstruction and light projection. In summary, the main technical challenges
that this research aims to solve include:

e Real-time performance on mobile devices without external hardware

e Accurate estimation of dynamic indoor lighting using only the smartphone camera
e Multi-planar shadow rendering in real-time AR scenes

e Minimizing computational load while maximizing realism

This thesis proposes a practical solution that works within the constraints of mo-
bile hardware and builds on simple, yet effective image processing and depth sensing
techniques to address these issues.

1.5 Research Motivation

The motivation behind this research stems from a very practical observation in the field
of AR development: virtual objects often look unrealistic because they do not match
the lighting of the real world. No matter how well the object is modeled or textured,
if the lighting and shadows do not align with the physical environment, the illusion of
presence is lost. With the increasing popularity of AR in mobile applications—especially
in education, retail, navigation, and gaming—there is a growing demand for lightweight,
real-time solutions that enhance visual realism without sacrificing performance. In these
fields, realism isn’t just about aesthetics; it directly impacts usability and user experience.
For example:

e In retail, when a user previews a virtual sofa in their room, realistic lighting helps
them make more confident purchasing decisions.

e In education, if a virtual solar system model casts shadows based on the classroom
light, it helps learners intuitively understand spatial relationships.
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e In medical training, lighting plays a role in simulating real clinical environments,
which can improve focus and understanding.

Most importantly, users now expect AR applications to respond naturally to their
environment. This includes lighting, reflections, and shadows that adjust automatically
as the user moves or the light in the room changes. Current AR systems fall short of this
expectation, especially on mobile platforms. The research is also driven by the gap be-
tween academic models and real-world usability. Many published papers present complex
solutions with impressive accuracy, but the methods often require expensive equipment,
controlled environments, or heavy computational power—making them unsuitable for ca-
sual or real-time mobile use. Bridging this gap between research and usability is a central
motivation of this work. Another personal motivation comes from the observation that
many mobile AR developers face challenges integrating lighting into their applications,
especially when using web frameworks or open-source tools. While tools like Unity and
Unreal provide some lighting support, they often require licenses or rely on proprietary
systems. Developers who want to use free, open-source tools like Three.js for custom
rendering often have to build lighting features from scratch. This research aims to make
that process easier and more automated by providing a system that can plug into such
frameworks and provide accurate lighting based on real-time camera input. Lastly, this
research is motivated by the goal of democratizing AR development—making it more
accessible to students, educators, and developers from low-resource environments who
may not have access to high-end AR hardware or software. By building a real-time light-
ing estimation system that runs on a basic smartphone, this work aims to open up new
creative and practical possibilities for AR applications across various sectors.

1.6 Research Problem

Despite significant advances in mobile AR frameworks and rendering engines, current
applications typically rely on static or manually configured lighting setups, resulting in
virtual content that appears incongruous with the user’s surroundings. The fundamental
challenge this thesis seeks to overcome is:

How can an AR-enabled smartphone, using only its built-in camera and stan-
dard tracking APIs, continuously infer the direction of the dominant ambient
light in its environment—and leverage that information to cast geometrically
and temporally accurate shadows on virtual objects in real time?

Addressing this problem requires developing a method that (1) analyzes the live cam-
era feed to locate the principal light source, (2) maps that two-dimensional observation
into a three-dimensional lighting vector without specialized hardware, and (3) integrates
the resulting data into the rendering pipeline so that virtual elements consistently exhibit
realistic illumination and shadowing as the scene and user viewpoint change.

1.7 Research Aim

The aim of this research is to develop a real-time app-based AR system that can detect the
direction of the primary light source in an indoor environment and use that information
to adjust the lighting and shadow casting of virtual objects rendered in the AR scene.
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The system must function using only a standard smartphone camera with no additional
hardware.

1.8 Research Questions

The research is guided by the following key questions:

1. How can environmental light direction be accurately acquired from a live video
stream on a mobile phone?

2. How can this acquired light direction be used to dynamically adjust lighting in an
AR scene?

3. How does the proposed approach affect the realism and usability of the AR expe-
rience from the user’s perspective?

1.9 Research Objectives

To answer the above questions, the following objectives were identified:

e Explore and compare different light detection methods, such as image processing
and machine learning, to find the most efficient approach for mobile devices.

e Design and implement a real-time AR system that integrates live light direction
estimation with virtual object rendering using tools such as ARCore.

e Conduct user testing and feedback collection to evaluate the effectiveness of the
proposed method in enhancing the realism of AR experiences.

1.10 Scope of the Research

In Scope:

This study is confined to indoor lighting conditions, wherein we assume a controlled
environment with a single dominant light source. We focus exclusively on detecting
that indoor light direction using the mobile phone’s RGB camera, without recourse to
specialized hardware or external sensors. Once the primary light vector is determined,
our implementation casts shadows onto simple planar surfaces—such as tabletops, floors,
or walls—commonly found in indoor settings. All development and testing are carried out
on Android devices using Google’s ARCore framework; no other platforms or operating
systems are considered. By limiting the scope to these well-defined conditions, we ensure
that the algorithms and performance measurements remain consistent, reproducible, and
directly comparable across all experiments.

e Indoor lighting detection only.
e Single light source environments.
e Shadow casting on simple planar indoor surfaces.

e Implementation using ARCore on Android devices.
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Out of Scope:

Conversely, several more complex scenarios lie outside the boundaries of this research.
We do not address outdoor lighting, where factors such as sun position, weather vari-
ations, and multiple uncontrolled light sources would introduce significant additional
challenges. Similarly, environments with multiple or colored light sources—each casting
overlapping or tinted shadows—are excluded, as are scenes containing semi-transparent
or highly intricate geometries that require advanced shadowing techniques. Finally, while
our implementation leverages ARCore on Android, we do not explore web-based AR de-
ployments (e.g., via WebXR or Three.js) in this work; such extensions are deferred to
future investigations once the core methodology has been validated in the constrained
indoor setting described above.

e Outdoor lighting detection.
e Handling of multiple, moving, or colored light sources.
e Shadow rendering for complex or semi-transparent objects.

e Deployment to web AR environments (considered for future work).

1.11 Structure of the Thesis

This thesis is structured to provide a comprehensive and progressive exploration of the
research problem, the proposed solution, its implementation, and subsequent evaluation.
Chapter 2 presents a detailed analysis of existing work related to lighting estimation and
shadow rendering in Augmented Reality, highlighting the current challenges and identi-
fying the research gap addressed by this study. Chapter 3 outlines the conceptual and
technical approach adopted for designing the system, including the reasoning behind core
decisions. Chapter 4 delves into the development process, detailing the tools, technolo-
gies, and algorithms used to bring the system to life. Chapter 5 discusses the practical
outcomes of the implementation, including performance data, questionnaire results, and
user feedback. Chapter ?? critically reflects on these results, analyzing strengths, lim-
itations, and implications. Chapter 7?7 formally identifies the known constraints of the
system, while Chapter ?? proposes actionable improvements and directions for further
research. The document concludes with references and appendices containing relevant
supporting materials and citations.



Chapter 2

Literature Review

2.1 Introduction to Lighting in Augmented Reality

Lighting is one of the most critical factors that influence how we perceive the world around
us. In both natural and artificial environments, light defines the shape, depth, material,
and realism of objects. For Augmented Reality (AR) systems, where virtual objects are
integrated into real environments, replicating the natural behavior of light is essential to
achieve visual coherence between the real and virtual worlds. In AR, digital elements
are rendered over a live view of the physical environment using a camera feed. For these
virtual objects to appear believable, they must match the lighting, shadows, and colors
of the real scene. A mismatch—such as a floating object without a shadow or incorrect
shading—can quickly break the illusion of realism and reduce user immersion. Unlike
Virtual Reality (VR), where lighting can be fully controlled in a virtual environment, AR
must respond to dynamic and unpredictable real-world lighting. Changes in light sources,
user movement, and camera angles can alter the environment rapidly. Therefore, real-
time light estimation is crucial. The literature in this domain spans several decades and
includes a variety of techniques ranging from image-based lighting (IBL) and sensor-based
estimation, to machine learning approaches and advanced shadow rendering techniques.
Each has its strengths and weaknesses, especially when applied to mobile AR. In this
chapter, we review the most influential research in these areas and identify key gaps that
the current study aims to fill.

2.2 Image-Based Lighting (IBL)

Image-Based Lighting (IBL) refers to a method of using photographic data—usually in
the form of panoramic or high dynamic range (HDR) images captured by HDR cameras
(figure 2.1) — to recreate realistic lighting in a virtual or augmented scene. In IBL,
the environment’s light information is captured in an image and then used to simulate
how light interacts with virtual objects. This method allows for accurate reflections,
shading, and even soft shadows. The foundational work by [7] introduced IBL in computer
graphics, using HDR environment maps captured from real-world scenes. The process
involved taking a 360° panoramic HDR image that captures the full dynamic range of light
intensities and directions in the scene. The lighting from this image is then used to light
3D models, producing photorealistic effects. While this method revolutionized digital
rendering in movies and games, it has several limitations in AR applications. [8] adapted

9
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Figure 2.2: Light Probes

IBL for AR using a mirror ball (light probe) (figure 2.2) to capture environment lighting.
By photographing the reflection on the ball and converting it to an HDR image, they
were able to simulate realistic lighting conditions in AR. Their system was successful in
generating shadows and reflections, but required a fixed camera position, a pre-captured
HDR image, and a manual setup of the probe, making it impractical for dynamic, mobile-
based AR. [9] used omnidirectional HDR imaging from a single point of view to create
environment maps and shadow maps for AR. However, these methods were constrained to
static settings and required off-line rendering. Limitations of traditional IBL approaches
include:

e Hardware dependency (HDR cameras, mirror balls)
e No real-time capability

e Lack of adaptability to user movement

e Not suitable for mobile deployment

Although IBL techniques provide excellent realism, their reliance on controlled envi-
ronments and computational intensity makes them unsuitable for casual mobile AR use,
where lighting must be captured and applied in real-time on resource-limited devices.

2.3 Sensor-Based Light Estimation

To overcome the static limitations of IBL, researchers have turned to sensor-based light
estimation, where additional hardware—usually in the form of RGB-D cameras—is used
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to capture both color and depth information. The inclusion of depth data allows systems
to infer the 3D geometry of the scene and how light interacts with different surfaces.
[10] developed a real-time system that created HDR environment maps using a moving
RGB-D camera. Their method used SLAM (Simultaneous Localization and Mapping) to
understand the 3D structure of the scene while simultaneously building a radiometrically
correct environment map from multiple exposure images. While the system demonstrated
dynamic lighting, it required dedicated hardware and was unsuitable for integration into
a mobile phone environment. [2] took a GPU-accelerated approach to estimate a point
light source using RGB-D input. Their system computed light direction and intensity in
real-time, achieving average errors as low as 20 degrees. This made it suitable for AR
applications in fixed setups, but not in mobile or uncontrolled environments. Moreover,
it assumed that both the camera and light source were fixed—an assumption not valid
in mobile AR where users move freely. The results of this approach is given in the figure
2.3 where the dragon model’s shadow has appeared in controlled lighting environment.

Figure 2.3: Dragon 3d model rendered in a laboratory environment [1]

These systems highlight the trade-off between accuracy and accessibility:

e While sensor-based methods offer more precise lighting estimation, they typically
require depth sensors like Kinect, Intel RealSense, or LiDAR modules, which are
not standard on all smartphones.

e Even with the latest smartphones that offer LIDAR (e.g., iPhone Pro series), data
is limited, noisy, and often not real-time for AR rendering.

Thus, while these methods are suitable for research labs and professional applications,
they are not scalable to casual mobile AR developers or users.

2.4 Low-Cost and Hardware-Free Estimation Tech-
niques

In pursuit of accessibility, some researchers focused on low-cost and hardware-independent
solutions for lighting estimation. These approaches aim to democratize AR by avoiding
the need for specialized sensors or processing equipment. [1] designed a lighting estimation
system using light-dependent resistors (LDRs) arranged in different orientations. They
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connected these sensors to an Arduino UNO, which collected light intensity values and
sent them to a computer for AR rendering. The result of this system which renders a
coca-cola can 3d model with the help of an AR marker is given in the figure 2.4. Although
it was a budget-friendly solution, the system had numerous limitations:

e [t could not detect color temperature or directionality accurately.
e [t did not consider depth or spatial relationships.

e [t was not scalable to real-world mobile applications.

Figure 2.4: Coca-cola virtual model rendered on top of the AR marker [2]

[11] proposed a technique that worked with single low-resolution color images. Their
method used surface reflectance and specular highlights to infer the color and direction of
light sources. The system worked in constrained environments with a depth sensor, but
lacked adaptability and could not run in real-time on a mobile phone. The key limitations
of these approaches include:

e No real-time feedback
e Limited to flat scenes and single light sources
e Lack of robustness in complex or cluttered environments

Despite these drawbacks, these studies paved the way for methods that focus on
using basic image information—Ilike pixel brightness—to estimate lighting, which forms
the foundation for this thesis.

2.5 Machine Learning and Deep Learning Approaches

With the success of deep learning in image classification and scene understanding, re-
searchers applied convolutional neural networks (CNNs) and generative adversarial net-
works (GANs) for estimating lighting from images. [12] introduced DeepLight, a CNN
that predicted the dominant light direction in a scene. It used residual blocks and was
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trained on synthetic and real-world images with known lighting directions. The model
generalized well across different inputs and could infer light from RGB-D images. How-
ever, it required depth data and could not run efficiently on mobile devices due to com-
putational demands. [13] built a GAN that adjusted lighting in AR scenes by learning
transformations between lighting conditions. Although it produced high-quality outputs,
it was trained on specific object-scene combinations and required retraining for each new
scenario, making it unsuitable for generalized mobile AR use. [14] proposed a model to es-
timate Spherical Harmonic (SH) lighting coefficients from a single image. SH coefficients
offer a compact representation of complex lighting environments. While the method pro-
duced realistic lighting effects, it was heavily reliant on HDR image datasets and was
not designed for low-resource devices. [15] introduced a neural rendering system that
created precomputed soft shadows for AR scenes. Their method was effective in indoor
environments but was limited to planar shadow receivers, which made the illusion break
in multi-surface or curved environments. [16] presented one of the few systems optimized
for real-time use. Their model used deep learning to estimate light in AR for dental
visualization. However, even this required capturing a reference image before rendering,
breaking the real-time flow. Overall, ML-based methods bring automation and accuracy,
but:

e They are hard to train and deploy on diverse environments.
e Require large annotated datasets which are often unavailable.
e Depend on offline training and depth data.

In contrast, this research proposes a lightweight image processing approach that works
in real-time using only video frames and pixel intensities, without machine learning or
training, making it more suitable for mobile AR.

2.6 Shadow Rendering Techniques in AR

Once lighting is estimated, it must be correctly applied to render shadows that match the
scene. Shadows serve as spatial anchors and help users interpret the shape, position, and
material of virtual objects. Without proper shadows, even accurately lit virtual objects
can look fake. Traditional shadow rendering methods include:

e Shadow Mapping [17]: Projects a depth map from the light source to determine
which parts of a scene are in shadow. It is widely used for its simplicity but suffers
from aliasing and resolution artifacts.

e Shadow Volumes [18]: Constructs 3D volumes behind objects and calculates which
pixels lie inside. This technique produces sharp, accurate shadows but is computa-
tionally expensive.

e Projection Shadows [19]: Projects an object’s silhouette onto a plane. While effi-
cient, this method only works well on flat surfaces and cannot simulate soft edges
or elevation changes.

e Volumetric Shadows [20]: Simulate shadows caused by light scattering in partic-

ipating media like fog. These are visually compelling but too heavy for mobile
AR.
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e Soft Shadows [21,22]: Produce gradual transitions at shadow edges, mimicking
natural light sources. They are ideal for realism but require multiple samples and
are thus demanding in terms of performance.

In AR systems, shadow rendering must:

e Match real-world lighting in direction, length, and softness.
e Respond to user movement and environmental changes.

e Be efficient enough to run at 30-60 FPS on mobile devices.

Engines like Unity and Unreal offer built-in tools to generate shadows, but these must
be manually configured and do not automatically respond to real-world lighting. Open-
source libraries like Three.js can generate shadows using DirectionalLight, but require
accurate placement to match the real world. The system developed in this research uses
live light direction to dynamically update the vector shadow renderer, making shadows
more realistic, multi-planar, and responsive.

2.7 Research Gap and Contribution

A review of established AR lighting methods makes clear that no single approach si-
multaneously meets the demands of real-time performance, hardware independence, and
seamless integration into a native Android ARCore workflow. Early Image-Based Light-
ing (IBL) techniques ( [7] & [8] ) rely on HDR environment maps captured with spe-
cialized probes, yielding high-quality soft shadows but requiring offline processing and
expensive camera rigs. Sensor-based methods—such as real-time HDR map fusion from
RGB-D SLAM ( [10] ) or point-light estimation via Kinect on the GPU ( [2] )—achieve
dynamic illumination but remain tethered to depth sensors that are unavailable on most
smartphones. In contrast, very low-cost schemes using Arduino-mounted light-dependent
resistors ( [1] ) forgo directional accuracy entirely, and machine-learning models ( [12] [15]
) can infer light direction from single images but demand large HDR datasets, GPU in-
ference, and extensive training. Finally, while game engines and JavaScript libraries (e.g.
Unity, Three.js) provide built-in shadow mapping, their rendering loops do not integrate
efficiently with ARCore’s native pipeline, leading to performance bottlenecks or forced
use of WebViews.

These varied approaches illustrate an unresolved tension: methods that deliver photo-
realism nearly always incur prohibitive hardware or computational costs, whereas lightweight
alternatives sacrifice either directional fidelity or real-time responsiveness. Moreover, none
of the surveyed techniques supports fully on-device light estimation and dynamic, multi-
planar shadow projection within a pure ARCore/Sceneform application on commodity
Android devices.

To bridge this gap, the present work introduces a unified, hardware-agnostic pipeline
that operates entirely on the smartphone’s built-in camera and ARCore features. By
detecting the brightest pixel in a live video stream, we obtain a robust two-dimensional
estimate of the dominant light direction—eschewing HDR probes, depth sensors, and
pre-trained neural networks. A secondary ARCore hit test then elevates this estimate
into a full three-dimensional light vector without depending on the Depth API. Finally,
a lightweight vector-based shadow projection algorithm renders hard-edged directional
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shadows directly onto detected planes through simple geometric transformations, all

within the native Sceneform renderer.

This combination of image-driven estimation,

hit-test—based depth recovery, and pure vector projection delivers continuously updating,
physically plausible shadows at interactive frame rates, on mid-range Android hardware.
In so doing, it closes the long-standing divide between academic lighting research and the
practical exigencies of mobile AR development, making realistic lighting accessible to a

broad community of developers and end users alike.

Approach / | Input Type | Hardware Re- | Real- Mbobile | Depth Shadow
Study quired Time Ready | Use Type
Debevec & | HDR Image Light Probe + | X X X Soft
Lemmon HDR Camera

(2001) [7]

Agusanto et | Image (Mir- | Light Probe + | X X X Soft

al. (2003) [8] | ror Ball) HDR Camera

Meilland et | RGB-D Video | RGB-D Camera | v/ X v Approx.
al. (2013) [10] (SLAM)

Boom et al. | RGB-D Video | Kinect + GPU | v/ X v Hard
(2017) [2]

Soulier et al. | Light Sensors | Arduino + | X X X None
(2019) [1] LDRs

Kan & Kauf- | RGB + | Trained CNN X X v ML-
mann (2019) | Depth based
12]

Sommer et al. | RGB Image | iPhone + Neural | v v (i0S) | X Neural
(2023) [15] Net Soft
This Re- | Live RGB | None (Mobile | v v (An- | / (Hit | Vector-
search Video Phone Only) droid) | Test) Based
(2025) Hard

Table 2.1: Comparison of Lighting Estimation and Shadow Rendering Approaches in AR




Chapter 3

Methodology

3.1 Overview

This chapter outlines the methodology used to develop a real-time light detection and
shadow rendering system for app-based Augmented Reality (AR) on mobile devices. The
central objective was to create a system that allows virtual objects to cast realistic,
dynamically updating shadows in response to the real-world light source, using only
standard smartphone hardware. The chosen approach combines:

e Image processing techniques for detecting light direction
e Mathematical modeling and ARCore hit testing for depth approximation

e Vector-based calculations for casting shadows without relying on complex rendering
engines

The methodology is designed to be compatible with a wide range of Android smart-
phones and avoids reliance on features that reduce device compatibility, such as the
ARCore Depth API or integration with rendering engines like Three.js. This chapter
provides a detailed explanation of the design decisions, algorithmic components, and
phase-wise interaction flow that form the foundation of the developed system.

3.2 Design Goals and Constraints

3.2.1 Real-Time Performance on Mobile Devices

AR applications demand smooth, responsive feedback to maintain immersion. Thus,
all components—from lighting estimation to shadow rendering—had to be optimized to
run at real-time speeds (i.e., within the frame budget of 16ms for 60FPS) on typical
consumer smartphones. This ruled out computationally intensive techniques like deep
learning inference or high-resolution environment mapping.

3.2.2 Wide Device Compatibility

Many advanced AR features, like the ARCore Depth API or hardware-accelerated shadow
rendering, are limited to high-end devices. To ensure accessibility, this research avoided
such hardware dependencies. Instead, the approach relies on standard ARCore-supported

16
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features, such as hit testing and surface detection, available on a broader range of Android
devices.

3.2.3 Visual Realism Through Dynamic Shadows

To make virtual objects appear naturally embedded in their real-world surroundings, the
system had to account for realistic lighting behavior. This included:

e Correct estimation of light direction
e Shadow placement and orientation relative to both light and object
e Real-time shadow updates as lighting or camera position changed

These goals were achieved using lightweight, geometry-based shadow projection rather
than external rendering frameworks.

3.3 System Architecture

Camera Stream Processor At the foundation lies the Camera Stream Processor,
which interfaces directly with the device’s camera API. Its responsibility is to continuously
capture raw video frames in YUV format and convert them into a luminance buffer
suitable for subsequent analysis. This module applies minimal preprocessing—such as
color-to-grayscale conversion and image rotation to match device orientation—to ensure
that the downstream brightness computations operate on a consistent data layout. By
isolating these low-level operations, we can easily adjust buffer sizes, handle camera
permissions, and optimize memory reuse without impacting higher-level logic.

Light Direction Estimator Sitting atop the camera processor is the Light Direction
Estimator. Over an initial time window (approximately three to four seconds), it scans
each grayscale frame to find the pixel with maximum intensity. To improve stability
against noise and transient highlights, this module accumulates a histogram of bright-
pixel coordinates across multiple frames and selects the most frequently occurring location
as the dominant light direction in screen space. Once determined, the estimator signals
downstream modules that the light vector is locked in, and no further brightness scanning
is required unless the user explicitly requests a re-scan.

Object Placement Manager After the dominant light direction is established, the
user interacts via touch to place a virtual object. The Object Placement Manager handles
these taps by invoking ARCore’s hit-test API. A hit test casts a ray from the camera’s
current pose through the tapped screen coordinate into the reconstructed 3D environment
and returns the precise intersection point on a detected plane. This intersection becomes
the anchor for the virtual model, ensuring that the object is physically “glued” to a
real-world surface. By centralizing hit-test logic here, we maintain consistent placement
behavior and can easily extend support for multiple object types or placement heuristics.
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3D Vector Calculator With both the 2D bright-pixel coordinate and the user’s place-
ment anchor known, the 3D Vector Calculator transforms these inputs into a spatial
light vector. It first performs a second hit test at the brightest-pixel location to obtain
its world-space position. Then, by subtracting the object anchor coordinates from the
light-source coordinates, it computes a three-dimensional direction vector. This vector
encapsulates the true angle of incidence of the dominant light, including both elevation
and azimuth components, and is normalized for use in projection calculations. Encapsu-
lating this math in a dedicated module simplifies debugging and allows reuse for other
lighting effects.

Shadow Renderer The core visual effect is produced by the Shadow Renderer. Given
the object’s anchor, its silhouette mesh, and the calculated light vector, this module
generates a flattened, semi-transparent polygon that represents the object’s shadow on
the receiving plane. It applies a transformation matrix—derived from the light vector and
plane normal—to project the silhouette onto the plane. Non-uniform scaling simulates
lengthening as the light angle changes. By implementing this entirely with native OpenGL
ES draw calls, the renderer avoids the overhead of general-purpose engines and achieves
consistent frame rates on mid-range hardware.

Dynamic Update Engine Finally, the Dynamic Update Engine orchestrates per-
frame updates. On each new camera frame, it retrieves the latest camera pose from
ARCore’s tracking subsystem and invokes the Shadow Renderer with updated view and
projection matrices. Although the light vector remains constant after the initial scan,
the relative geometry between camera, object, and plane shifts as the user moves. The
Dynamic Update Engine ensures these changes are reflected immediately in the shadow’s
position and orientation. By limiting its work to minimal matrix multiplications and a
single draw call per frame, this module sustains the real-time performance essential for
immersive AR.

Together, these six modules implement a streamlined yet powerful pipeline: from raw
camera capture, through robust light estimation, to responsive object placement and
shadow rendering. The modular architecture not only delivers the required functionality
but also provides clear extension points for future enhancements—such as soft-shadow
generation, multi-source lighting, or web-based deployment. Each of these modules runs
in a tight loop within the AR session, ensuring the scene is updated dynamically as the
user interacts with the environment.

Figure 3.1 diagrams the high-level architecture of the AR lighting application. The
design splits responsibilities into six cooperating modules, each of which encapsulates
a specific aspect of the camera-to-shadow pipeline. By organizing the system in this
way, we achieve clear separation of concerns, facilitate maintainability, and ensure that
performance-critical code remains highly optimized.
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Figure 3.1: Modular system architecture for real-time light estimation and shadow ren-
dering.

3.4 Brightest Pixel Detection

One of the foundational components of the proposed lighting estimation system is the
method used to determine the direction of the dominant light source in the physical
environment. Instead of using complex machine learning models or dedicated sensors,
this system adopts a simple, lightweight technique: identifying the brightest pixel in
the live camera feed. The underlying assumption is that the most luminous pixel in a
captured frame likely corresponds to the primary illumination source in the scene—such
as a nearby lamp, a sunlit wall, or a window letting in daylight. By determining the
screen-space position of this brightest point, the system can approximate the direction
from which the light is emanating.

This approach was chosen for several reasons. First, it is computationally efficient and
well-suited for the constraints of mobile hardware. Unlike ML-based methods that require
inference time, model weights, and GPU acceleration, the brightest pixel technique relies
solely on direct pixel-level intensity comparisons. This makes it extremely lightweight and
fast to execute, even on mid-range smartphones. Second, it is a self-contained method
that does not require any training data or specialized pre-processing. The algorithm
adapts to different environments dynamically and can function under a wide range of
lighting conditions without the need for customization or recalibration. Finally, because
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the system scans the live camera feed continuously during the pre-placement phase, it
can respond to real-time changes in illumination, ensuring that the lighting estimation is
based on the most current visual information available at that moment.

The main advantages of using brightest pixel detection can be summarized as follows:

e Efficiency: The computation involves only basic arithmetic and iteration, making
it highly suitable for mobile applications that prioritize responsiveness.

e No training required: It works independently of any machine learning models
or datasets, ensuring portability and reducing development complexity.

e Real-time adaptability: As the camera feed changes, the system can continu-
ously evaluate brightness across frames to adapt to evolving lighting conditions.

The implementation of this method follows a series of straightforward steps. First,
the captured RGB frame from the phone’s camera is converted to grayscale. This is done
using a standard luminance formula, which assigns different weights to the red, green,
and blue components to reflect their contribution to perceived brightness. The formula
used is:

Brightness = 0.299R + 0.587G + 0.114B

This conversion simplifies the process of comparing pixel intensities and reduces the
overall computational load. Once the frame is in grayscale, the system iterates through
each pixel and records its brightness value. During this traversal, it keeps track of the
coordinates of the brightest pixel encountered. These coordinates, denoted as (z,y) in
screen space, are then stored and used as a reference for a subsequent hit test, which will
estimate the 3D depth of the light source.

The steps involved in the implementation can be outlined as follows:

1. Convert the live RGB camera frame to grayscale using the weighted average bright-
ness formula.

2. Loop through each pixel in the grayscale image to determine the one with the
highest intensity value.

3. Record the coordinates (z,y) of this brightest pixel.

4. Store these coordinates to be used for a hit test and for computing the final 3D
light direction vector.

This technique offers a pragmatic balance between simplicity and functionality. By
focusing on computationally inexpensive operations and avoiding dependence on addi-
tional hardware or libraries, brightest pixel detection lays the groundwork for a fully
real-time lighting estimation system that is compatible with a wide variety of Android
devices. Despite its simplicity, the method proves to be effective in controlled indoor
environments with a single dominant light source, forming the backbone of the system’s
lighting estimation pipeline.
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3.5 Depth Estimation Using Hit Testing and Math-
ematical Approach

After the application has determined the dominant light direction in screen-space, it
must convert that two-dimensional estimate into a full three-dimensional vector. Central
to this conversion is knowing both where the virtual object sits in world coordinates
and where the light “origin” falls in three-dimensional space. Rather than relying on
ARCore’s Depth API—which, although precise, is only available on a limited set of high-
end devices—our system uses ARCore’s hit-testing feature to obtain the necessary 3D
points. Hit testing casts a ray from the camera through a specified screen coordinate
into the reconstructed scene and returns the exact location where it intersects a detected
real-world plane. By performing hit tests at two key screen positions (the user’s tap for
object placement and the brightest pixel for light direction), we acquire the two endpoints
needed to compute an accurate 3D light vector on any ARCore-capable Android device.

Reason for Not Using ARCore Depth API

Although the ARCore Depth API can deliver per-pixel distance measurements, its sup-
port is restricted to a small subset of devices equipped with specialized hardware. To
maximize compatibility across the broadest possible range of Android phones, our ap-
proach avoids this API entirely. Hit testing, by contrast, is a core ARCore capability
supported on nearly all devices that run ARCore. It provides sufficiently accurate in-
tersection points for the purposes of shadow projection, without imposing additional
hardware requirements. This choice ensures our shadow-casting method can be deployed
widely, from flagship handsets to midrange models, preserving the real-time performance
and accessibility goals of this research.

Implementation of Hit Test—Based Depth Estimation

When the user touches the screen to place a virtual object, the Object Placement Manager
invokes ARCore’s hitTest(x, y) function at the tap coordinates. Internally, ARCore casts
a geometric ray from the camera’s current pose through the tapped pixel and calculates
where it intersects with the nearest detected plane (for example, a floor or tabletop).
The API returns a HitResult object containing the precise three-dimensional world-space
coordinates (X,, Yy, Z,). This point becomes the anchor for the virtual model and serves
as the “object point” in subsequent lighting calculations. By anchoring shadows to real
geometry in this way, the system ensures that virtual content appears physically affixed
to the environment.

Computing the Light Direction Vector

Converting the previously computed 2D light direction into a 3D vector requires a second
hit test, this time at the screen coordinates of the brightest pixel identified during the
initial scan. The steps are as follows:

1. Invoke a hit test at the brightest-pixel screen coordinates (xy,y). ARCore returns

the corresponding 3D world-space intersection point, which we denote LightPoint,, . =
(X1, Y1, 7).
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2. Retrieve the virtual object’s anchor point in world space—ObjectPoint,,, = (X,, Yo, Z,)

previously obtained from the tap-location hit test.

3. Compute the raw light direction vector by subtracting the object point from the
light point:
Liow = (Xl —Xo, Vi =Y, Z1— Zo)‘

4. Normalize this raw vector to unit length so that shadow projections depend only
on direction, not magnitude:

Lraw

[ Loy

L=

By performing these calculations, the application obtains a stable, device-agnostic 3D
light direction vector L. This vector is then used by the Shadow Rendering Engine to
transform and project the object’s silhouette onto the detected plane. Because all com-
putations rely solely on ARCore hit testing and basic vector math, the method remains
lightweight, robust, and compatible with a wide range of Android devices.

3.6 Vector-Based Shadow Rendering

3.6.1 Why Not Use Three.js or External Engines

At the outset of this research, web-based frameworks such as Three.js appeared attrac-
tive because of their rich feature sets for lighting and shadows, their open-source nature,
and their broad community support. In WebAR scenarios, Three.js can generate soft
shadows, handle multiple light types, and provide high-level abstractions that greatly
simplify development. However, when targeting a native Android application built on
ARCore, integrating Three.js would force the entire rendering pipeline through a We-
bView. This indirection introduces significant performance overhead—context switches
between JavaScript and native code, increased memory usage, and less predictable frame
timing. Moreover, Three.js’s scene graph and rendering lifecycle are designed around
HTML canvas, not ARCore’s GLSurfaceView, making it difficult to synchronize virtual
content precisely with the camera feed and hit-test results.

For these reasons, we opted instead to implement a bespoke shadow renderer in na-
tive Android. By using ARCore’s pose and plane information directly, and performing
all vector and matrix math in Java/Kotlin, gaining full control over timing, memory,
and rendering order. This tightly coupled approach ensures minimal latency, maximum
frame rate stability, and direct access to ARCore’s optimized GPU pathways—critical for
maintaining a smooth 30+ FPS experience on mid-range devices.

3.6.2 Implementation of Shadow Projection

To render a shadow without relying on built-in engine features, we treat the shadow
as a geometric projection of the object’s silhouette onto the detected plane. First, the
application determines the plane onto which the shadow will fall—typically the floor or
tabletop identified by ARCore’s plane detection. Next, a simplified silhouette of the 3D
model is generated: for a sphere this reduces to a circle, and for a cube a flat polygon
matching its base footprint. This silhouette is then transformed along the inverse of
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the precomputed light direction vector. The further the light vector tilts away from
vertical, the more the silhouette is stretched; this elongation simulates how real shadows
lengthen as the sun (or lamp) moves closer to the horizon. Finally, the transformed shape
is drawn with partial transparency—an alpha value chosen to approximate soft shadow
intensity—directly into the AR scene’s depth buffer so that it appears beneath the virtual
object and behind any real-world occluders.

The result of this pipeline is a hard-edged shadow whose orientation, scale, and posi-
tion accurately reflect the estimated light source, while remaining computationally trivial
compared to full shadow-mapping or ray-tracing techniques.

Key steps in the shadow-projection process:

e Plane determination: Use ARCore hit-test data to define the receiving plane’s
position and normal vector.

e Silhouette extraction: Compute a 2D outline of the object—circle for spheres,
polygon for cubes—at the object’s anchor height.

e Vector transformation: Translate and rotate the silhouette along the negative
of the light direction vector, projecting it onto the plane.

e Scale adjustment: Apply non-uniform scaling based on the light’s elevation angle
to simulate realistic shadow elongation.

e Alpha blending: Render the projected shape with a semi-transparent fill to mimic
the appearance of a natural shadow.

3.6.3 Dynamic Shadow Updating

Once the virtual object and its initial shadow are in place, the system must maintain
realism as the user moves. ARCore continuously updates the camera’s pose—its position
and orientation in world space—on every rendered frame. Although the dominant light
direction vector remains fixed after the initial scan, the relative geometry between camera,
object, and plane changes. Therefore, on each frame we recalculate the final projection
matrix for the shadow silhouette, ensuring it stays glued to the moving object and plane.
This per-frame update is lightweight—only a handful of matrix multiplications and a
single draw call—so the system sustains interactive frame rates.

Continuous update operations:
e Retrieve the latest camera pose from ARCore and update the view matrix.

e Recompute the object-to-plane projection of the silhouette using the unchanged
light vector.

e [ssue a single draw call to render the updated shadow polygon with the chosen
alpha transparency.

e Composite the shadow beneath the virtual object and above the real-world camera
image.
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By adhering to this streamlined update loop, the application creates the convinc-
ing illusion that the virtual object and its shadow coexist naturally within the physical
environment, responding in real time to both camera motion and underlying lighting
conditions.

3.7 Application Flow Summary

During Phase 1: Live Camera Initialization, the application opens the device’s rear-facing
camera and begins streaming raw video frames to the processing pipeline. No virtual
content appears on screen at this stage: instead, the system dedicates itself entirely to
observing the physical environment. Over the first two to three seconds, each frame is
converted to a grayscale representation, and pixel intensities are sampled. This deliberate
pause before rendering ensures that transient fluctuations—such as a momentary glare
or moving bright object—do not skew the lighting estimate. By the end of this interval,
the system has accumulated enough data to form a stable, averaged estimate of where
the scene’s dominant light source lies.

Once the initial frames have been analyzed, Phase 2: Light Detection begins. Here
the application examines the stored intensity values across multiple frames to locate the
region of consistently highest brightness. Rather than relying on a single outlier frame,
it computes a consensus (x,y) screen coordinate that represents the most likely direction
of the primary light source. This coordinate will serve as the anchor for all subsequent
shadow computations. By aggregating results over time, the system reduces noise and
improves robustness, even under flickering or non-uniform indoor lighting.

With a reliable bright-spot coordinate in hand, the application enters Phase 3: User
Interaction. The user is now invited to tap on any flat, detected surface—such as a
tabletop or floor tile—to place the virtual object. Behind the scenes, ARCore’s hit-test
API casts a ray from the camera through the tap location into the reconstructed 3D scene
and returns the precise world-space point where that ray intersects a real surface. This
hit-test result determines the object’s anchor: the point at which the virtual model will
appear “glued” to the physical world.

Immediately thereafter, Phase 4: 3D Light Vector Computation refines the earlier 2D
lighting estimate into a full three-dimensional vector. The system performs a second hit
test—this time at the previously computed brightest-pixel screen coordinate—to retrieve
its corresponding 3D world position. It then subtracts the object’s anchor point from the
light-source point, yielding a direction vector in XYZ space. This vector encapsulates
both the horizontal and vertical components of the light’s incidence, enabling shadows
that tilt and lengthen correctly as the object or camera moves.

Armed with the object anchor and the light direction vector, Phase 5: Object Ren-
dering and Shadow Projection places the 3D model into the AR scene and simultaneously
generates its shadow. The shadow is implemented as a flattened, semi-transparent poly-
gon or texture, transformed along the computed vector and projected onto the detected
plane. Because the projection relies solely on vector mathematics, no specialized render-
ing engine or shadow-mapping hardware is required. The result is a crisp, hard-edged
shadow whose orientation and scale reflect the real-world light direction.

Finally, Phase 6: Continuous Updates ensures that the virtual object and its shadow
remain synchronized with user movements and any gradual lighting shifts. On each
new camera frame, the application updates the camera pose via ARCore’s tracking, re-



3.8. Summary 25

computes the relative geometry between the object, light source, and plane, and redraws
the shadow accordingly. Although the initial light-vector is held constant for stability,
the per-frame recalculation of projection transforms produces a dynamic effect: as the
user walks around the scene, the shadow moves convincingly, maintaining the illusion of
a physically grounded virtual object.

Figure 3.2 presents a high-level flow diagram of the AR application’s runtime behavior.
The user experience is divided into six sequential phases, each responsible for a specific
aspect of camera capture, light estimation, object placement, and shadow projection. In
what follows, we describe each phase in rich detail.

Live Camera Initialization - Capiure
real-world scene and estimate light
source direction.

Light Detection - Detect dominant light
source from multiple frames.

L

User Interaction - User taps to place
virtual object and the system performs hit

3D Light Vector Computation - Perform
second hit test at brightest pixel and

compute 3D light vector from object to light test
source.

Object Rendering and Shadow Continuous Updates - Continuously
Projection - Render virtual object in recalculate light vector and shadows
AR scene and project shadow using based on user movement and lighting

light vector. changes.

Figure 3.2: Flow diagram of the AR application’s six phases, from live camera initializa-
tion through continuous shadow updates.

By structuring the interaction into these six narrative phases—and by depicting them
in Figure 3.2—we achieve a clear separation of concerns. The initial scan phase isolates
noisy sensor data, the hit-test phases ground all computations in real-world geometry,
and the rendering phases deliver a responsive, realistic AR experience on commodity
mobile hardware. This phased approach minimizes unnecessary computation, maximizes
visual coherence, and provides a straightforward roadmap for both implementation and
evaluation.

3.8 Summary

The methodology adopted in this research focuses on maximizing realism, device com-
patibility, and performance in real-time AR applications. By:

e Replacing depth APIs with hit testing,
e Avoiding complex rendering engines,
e Using vector-based projections for shadows,

e And applying a structured interaction flow,
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This system provides an efficient and effective solution for bringing physically respon-
sive lighting and shadows to virtual objects in mobile AR. The next chapter will detail
the actual implementation of this methodology, including the app structure, algorithms,
and Ul design used to bring the system to life.



Chapter 4

Implementation

4.1 Introduction

This chapter provides a detailed account of the practical implementation of the proposed
system for real-time lighting estimation and shadow rendering in app-based Augmented
Reality (AR). The goal was to enable a virtual object to appear more naturally within
the user’s physical environment by adapting its lighting and shadows according to the
actual real-world light source — all in real time, using only a standard mobile phone
without additional sensors or external rendering engines.

To achieve this, a custom Android application was built using Java and ARCore,
incorporating several carefully designed modules:

e Live camera processing and brightest pixel detection
e Hit test-based 3D vector calculation

e Shadow projection using vector geometry

e Real-time responsiveness through dynamic updates

Notably, the system avoids reliance on both ARCore’s Depth API and Three.js,
due to compatibility and performance limitations. Instead, the system leverages hit test-
ing, a mathematical vector-based approach, and ARCore’s native rendering via Sceneform
to maintain broad device support and real-time speed.

This chapter presents the technical architecture, key algorithms, component integra-
tion, and user interaction logic involved in building the complete system.

4.2 'Tools and Technologies

The application was developed using a combination of lightweight yet powerful tools and
libraries to balance performance, compatibility, and ease of development. The below
given table 4.1 gives an overview idea of the components such as what are the languages
used, what IDE, frameworks, and rendering techniques, the model rendering format, what
sensors used, and the rendering support used for the implementation of this research along
with the descriptions.

27
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Components used for Imple- | Description of the related component
mentation

Language Java

IDE Android Studio

AR Framework Google ARCore

Rendering Sceneform (ARCore’s native rendering engine)
Model Format .stb

Sensor Access Camera, ambient light sensor

Rendering Support No use of Unity, Unreal, or Three.js

Table 4.1: Tools and Technologies Used for the Implementation

4.3 System Architecture Overview

The overall system is organized into four key functional modules that collaborate to
deliver a seamless real-time AR experience on a mobile device. First, the Live Camera
Input module interfaces directly with the smartphone’s rear-facing camera. It captures
each video frame in rapid succession, performs any necessary color-space conversions, and
forwards the raw image data to the subsequent analysis stages. By isolating camera access
and image buffering in its own component, we ensure that frame acquisition remains
reliable and decoupled from higher-level logic.

Next, the Light Detection Module ingests the grayscale frames produced by the cam-
era input. Over a brief initialization period, it scans each pixel’s intensity and tracks
the location of the pixel with maximum brightness. To improve robustness against mo-
mentary glare or noise, it aggregates results over multiple frames and selects a consensus
screen-space coordinate as the dominant light direction. This coordinate is then made
available to the rest of the system as a fixed two-dimensional reference for shadow com-
putation.

Once the user indicates where the virtual object should appear, the Depth Estimation
Module takes over. It employs ARCore’s hit-testing API to convert both the user’s
tap location and the previously determined bright-pixel location into world-space 3D
points. By measuring the intersection of rays with detected planar surfaces, this module
determines the precise anchor point for the virtual model and the corresponding light-
source point in three dimensions. These two points form the basis for calculating the
spatial light direction vector.

Finally, the Shadow Rendering Engine uses the computed light vector and object
anchor to generate shadows. Rather than relying on a general-purpose 3D engine, it
applies vector projection mathematics directly: a simplified silhouette of the object is
transformed along the inverse light vector, scaled to simulate foreshortening, and rendered
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as a semi-transparent polygon on the plane. This engine executes a minimal set of matrix
multiplications and draw calls each frame, ensuring the application maintains interactive
frame rates on midrange Android hardware.

Although these modules are described sequentially, they are implemented to oper-
ate in a tightly synchronized pipeline: camera frames flow continuously into light de-
tection, depth estimation responds immediately to user input, and shadow rendering
updates on every frame. For a comprehensive depiction of how these components inter-

connect—showing data flows, APIs, and thread boundaries—please refer to Figure 3.1 in
Chapter 3.

4.4 Camera Initialization and Lighting Analysis

4.4.1 AR Session Setup

Upon launching the application, an AR session is created and configured through ARCore.
Surface tracking is enabled via the ArFragment, which integrates seamlessly into the app
layout.

Session session = new Session(this);
Config config = new Config(session);
session . configure (config);
arSceneView .setupSession (session );

Though the ARCore Depth API is available on some devices, it is not used in this
system to ensure maximum compatibility.

4.4.2 Capturing Live Camera Feed

The camera feed is accessed frame-by-frame using ARCore’s Frame object. For lighting
analysis, only the luminance channel (Y) of the image is used, which significantly reduces
the data size and computational cost.

4.4.3 Brightest Pixel Detection

The camera image is converted into a grayscale bitmap, and a pixel-wise analysis is
conducted to find the brightest pixel, which is assumed to correlate with the dominant
light source.

Why brightest pixel?

e Hardware-free and no reliance on HDR sensors or light probes.

e Real-time capability for adaptive lighting.

e Efficient, requires no training or ML models.

The system stores the (z,y) screen coordinates of this pixel and updates the value
periodically to reduce resource usage.



30 Chapter 4. Implementation

4.5 Object Placement and Hit Testing

When a user taps on the touchscreen to position a virtual object, the application leverages
ARCore’s hit-testing capability to translate that 2D gesture into a precise 3D location
in the real world. Under the hood, ARCore casts a ray from the camera’s current pose
through the tapped pixel and computes the intersection of that ray with the nearest
planar surface it has detected—whether that be the floor, a tabletop, or any other flat
surface recognized in the scene. The result of this operation is a three-dimensional co-
ordinate (z,y, z) in world space, which the system then uses as the anchor point for the
virtual model. By basing object placement on hit testing rather than on depth maps, we
gain two significant advantages: first, hit testing is supported on virtually all ARCore-
capable devices, ensuring maximum compatibility; second, it provides accurate surface-
level intersection without requiring the computationally intensive 3D reconstruction or
per-pixel depth inference that depth-map approaches demand. This lightweight method
fits naturally within the real-time constraints of mobile AR, enabling instantaneous object
placement without sacrificing precision.

4.6 3D Light Direction Estimation via Coordinate
Mapping

Once the virtual object’s anchor point P, = (z,, ¥,, z,) has been established, the system
proceeds to elevate the previously computed two-dimensional light estimate into full
three-dimensional space. To accomplish this, it performs a second hit test at the screen
coordinates corresponding to the brightest pixel identified during the initial scan phase.
This yields a world-space coordinate P, = (x;,y;, z;) that represents the location where the
dominant light ray appears to originate. By subtracting the object’s anchor point from
the light-source point—computing the vector L=P-P, = (X1 — T, Y1 — Yo, 21— 2Z0)—WE
obtain a 3D direction vector that captures both the horizontal and vertical components
of illumination. Normalizing this vector produces a unit-length light direction L that
drives the shadow-projection algorithm.

Combining the three coordinates in this manner is crucial for achieving realistic
shadow behavior. The horizontal components (z and y differences) ensure that the
shadow is cast in the correct compass direction across the plane, while the vertical com-
ponent (z difference) controls the shadow’s length and angle, simulating the effect of
overhead versus low-angle lighting. This unified 3D vector allows shadows to conform
naturally to both floor and wall surfaces, preserving geometric consistency as the user
moves the camera or the object. By relying solely on two simple hit tests and basic vector
arithmetic, the system sidesteps the need for specialized depth sensors, yet still delivers
shadows that behave in full three-dimensional accord with real-world lighting conditions.

4.7 Model Rendering and Asset Preparation

Before any shadows can be cast or lighting applied, the virtual geometry must be made
available in a format that ARCore’s Sceneform runtime can ingest. Sceneform requires
assets in its proprietary binary format (.sfb), yet most artists and repositories distribute
models as Wavefront OBJ files accompanied by material definitions in MTL files. To
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bridge this gap, we leverage the Sceneform Gradle plugin, which automates conversion
from OBJ/MTL to SFB at build time. In our project’s ‘build.gradle‘, we declare:

apply plugin: ’com.google.ar.sceneform.plugin’

sceneform . asset (

’sampledata/baraka/globe.obj’, // source geometry

"default // default material path
"sampledata/baraka/globe.sfa’, // intermediate Sceneform asset
"src/main/res /raw/globe’ // output .sfb location

When the project is built, the plugin first generates a human-readable SFA (Scene-
form ASCII) description, then compiles that into the optimized binary SFB. Placing the
resulting ‘globe.sfb’ file into ‘res/raw/‘ allows the runtime to load it via Sceneform’s ‘Mod-
elRenderable.builder()‘. This approach requires only a simple Gradle directive and no
manual conversion steps, ensuring that any updates to the OBJ automatically propagate
into the AR application without extra tooling.

Once the asset is available, the Object Placement Manager listens for the user’s tap
on a detected plane. Upon tap, ARCore returns an anchor to which we attach a ‘Trans-
formableNode‘. We then call:

ModelRenderable. builder ()
.setSource (this, R.raw.globe)
.build ()
.thenAccept(renderable — objectRenderable = renderable );

This code asynchronously loads the SFB model into GPU memory. When the user’s
tap creates an anchor, we attach this ‘objectRenderable‘ to a new node under that anchor.
Because we use a ‘TransformableNode‘, users can intuitively scale and rotate the model
with pinch and drag gestures, providing a natural AR interaction without additional UI
chrome.

4.8 Shadow Rendering and Projection

To achieve visually plausible shadows without the overhead of a full 3D engine, we rep-
resent each shadow as a flattened silhouette of the object, projected onto the detected
plane. The silhouette for a sphere reduces to a circle, while for more complex models it
can be approximated by a low-resolution polygon. This geometry is then transformed by
a projection matrix derived from the previously computed light direction vector L. The
steps are:

1. The Shadow Renderer queries the plane’s pose (position and normal) from ARCore.

2. It constructs a transformation that moves the silhouette along the inverse light
vector —L until it lies flush with the plane.

3. Non-uniform scaling is applied: the shadow is stretched more when the light vector
is shallow (low elevation) to mimic real-world elongation.

4. The silhouette is rendered with an alpha-blended dark material, producing a hard-
edged but semitransparent shadow.
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This minimal geometry approach keeps draw calls to a minimum—typically one per
shadow—ensuring high frame rates even on midrange devices. By recomputing only
the projection matrix each frame, the system maintains dynamic shadows that move
convincingly with camera motion.

4.9 Dynamic Shadow Updates Using Live Camera
Tracking

Once the shadow is in place, the Dynamic Update Engine takes over. ARCore continu-
ously provides updated camera poses at up to 60 Hz. On each new frame, we:

1. Retrieve the current camera view and projection matrices. 2. Recompute the world-
space position of the object’s anchor (unchanged) and the shadow silhouette projection
using the fixed light vector. 3. Issue a single draw call to render the shadow polygon at
its new location.

Because only matrix multiplications and a single geometry draw are required, per-
frame overhead remains under 5 ms. As a result, shadows stay synchronized with both
object and camera movement, preserving immersion even during rapid panning or tilting.

4.10 User Interface and Experience

Throughout all rendering and estimation, the user interface remains intentionally mini-
mal. The live camera feed fills the screen; a brief progress indicator appears only during
the initial light-scan phase. A single tap places the object, and common pinch-and-rotate
gestures allow direct manipulation of the model. No manual controls for lighting or shad-
ows are exposed, aligning with the design goal of automatic, environment-driven realism.
This simplicity directs user attention to the augmented content itself and reduces the
learning curve typical of more complex AR toolkits.

4.11 Performance Considerations and Optimization

To guarantee smooth operation on a variety of Android handsets, we apply several opti-
mizations:

- Frame skipping for brightness analysis: The brightest-pixel detection runs
every nth frame (e.g. every 3rd frame) during the initial scan to reduce CPU load. -
Single-channel processing: Only the Y (luminance) channel of the YUV camera image
is decoded for brightness computation, minimizing memory bandwidth. - Lightweight
silhouette geometry: Shadows use primitive shapes rather than full meshes, cutting
down vertex processing. - No external ML or rendering engines: All computa-
tion uses built-in ARCore, OpenGL ES, and Android sensor APIs, eliminating library
overhead and improving startup time.

Together, these measures maintain frame rates above 30 FPS and keep battery con-
sumption within acceptable limits for extended AR sessions.
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4.12 Summary

This chapter detailed the complete implementation of a lightweight, real-time, and hardware-
independent AR lighting system for Android. The system:

e Uses image processing to find the brightest pixel from the live camera feed.

e Calculates 3D light direction vectors using ARCore hit tests.

e Projects shadows using mathematical transformations.

e Dynamically adapts shadows in real time based on user interaction and lighting.
e Avoids use of ARCore Depth API or external rendering engines like Three.js.

In the next chapter, we evaluate the accuracy, realism, responsiveness, and user per-
ception of this implementation through a series of qualitative and performance-based
tests.
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Evaluation and Results

In this chapter, we present a richly detailed narrative of how the AR lighting and shadow
system was tested, measured, and perceived by real users. Our goal is to leave no term
undefined, no step unexplained, so that even evaluators with minimal prior AR knowledge
can follow the logic, reproduce the experiments, and appreciate the outcomes. We begin
by describing the physical and virtual test scenario in full, then walk through the evalua-
tion workflow—complete with a flow diagram—to clarify each phase. We next explain the
concept of the “initial scan” and every metric we recorded. We then introduce the user
questionnaire in context, explain why each question matters, and finally weave together
quantitative results, performance logs, and qualitative impressions into a comprehensive
assessment.

5.1 Experimental Scenario and Setup

5.1.1 Hardware and Software Environment

All testing and evaluations were conducted using a single mid-range Android smartphone:
the Samsung Galaxy M31, running Android 11 and equipped with 6 GB of RAM. This
device was selected to reflect real-world usage scenarios and demonstrate the feasibility
of the proposed system on commonly available hardware, rather than high-end flagship
models.

The AR application was developed using Android Studio, incorporating ARCore ver-
sion 1.32.0 for augmented reality functionalities, and Sceneform version 1.17.1 for 3D ob-
ject rendering and manipulation. Rendering operations were handled through OpenGL
ES 3.0, which is natively supported on Android devices and offers sufficient performance
for real-time AR tasks.

No additional sensors, such as infrared depth sensors or LiDAR units, were used.
Similarly, no external hardware accelerators (such as those for machine learning inference)
were required. All computations—including light estimation, hit testing, rendering, and
interaction—were carried out using the smartphone’s built-in RGB camera, CPU, and
GPU. This design choice ensured that the solution remains lightweight, portable, and
broadly compatible across a wide range of ARCore-supported Android devices.

34
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5.1.2 Physical Test Object: Real Pink Sphere

To provide a physical baseline for comparison and visual realism evaluation, a tangible
reference object was used in the real-world test setup. This object was a smooth, solid
pink plastic sphere with a diameter of 10 cm. It was placed on a standard indoor tiled
floor with a slightly reflective surface. The sphere was selected due to its symmetrical
geometry, distinct color, and ability to produce clear shadow contours under artificial
lighting—qualities that made it ideal for direct visual comparison with its virtual coun-
terpart.

The environment was an indoor room with a single overhead light source: a 12-watt
LED bulb mounted on the ceiling, approximately 2.5 meters above the floor. This lighting
setup produced a strong primary shadow cast on the floor, treated as a single-light source
scenario with a soft shadow edge (known as the penumbra).

5.1.3 Virtual Test Object: AR Sphere Model

For the virtual counterpart, a 3D model of a pink sphere was used. The model had a
diameter of approximately 12 cm and was prepared in the .obj‘ and ‘.mtl* format, which
was later converted into ‘.sftb® format using the Sceneform plugin to make it compatible
with ARCore’s rendering pipeline. The ‘.sfb‘ format allows efficient loading and rendering
of assets inside AR applications.

The virtual sphere was rendered within the app during the experimental sessions.
Upon launching the app, the system entered an initial ”environment scanning” phase,
lasting approximately 1 to 4 seconds which depended on the user. During this phase, the
camera feed was continuously analyzed to detect the brightest pixel within each frame,
which was assumed to correspond to the dominant light source in the room. This pixel’s
screen coordinates were stored for use in the light vector estimation process.

Once the scanning phase was complete, the participant tapped on the phone’s screen
to place the virtual object. This gesture initiated an ARCore hit test, which calculated
the 3D coordinates of a real-world surface at the tapped location. The virtual sphere was
anchored to this position in world space.

From the moment the sphere was placed, shadow rendering was continuously updated
in real time. The system used the previously estimated light direction (based on the
brightest pixel) and the spatial coordinates obtained from hit testing to compute a light
vector. This vector was then used in each frame to determine the direction and orienta-
tion of the virtual shadow. Although the shadow itself was rendered using a simplified
2D projection for performance efficiency, it responded dynamically to changes in cam-
era perspective, giving the illusion of a physically grounded object interacting with the
environment’s lighting.

This setup—consisting of a real and virtual sphere under similar lighting condi-
tions—allowed for a direct visual comparison and subjective evaluation of the system’s
accuracy and realism in reproducing light-based interactions.

5.1.4 Participants Recruitment and Demographics

Sixteen volunteers (seven male, nine female) were recruited by word-of-mouth from the
university community and among the researcher’s personal acquaintances. Only two to
three of these participants had prior experience with any AR applications, while the
remaining majority had little to no familiarity with AR. All participants were between
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20 and 30 years old and reported normal or corrected-to-normal vision. Each session
was conducted in the same indoor laboratory under consistent overhead lighting and on
the same Samsung Galaxy M31 device running the AR application. By standardizing
the environment, hardware, and procedure, we ensured that variations in feedback were
attributable to the system’s behavior rather than external factors.

5.1.5 Evaluation Setup and Procedure

Sixteen volunteers (7 male, 9 female), aged 20-30 and representing a range of prior AR
experience, participated in the study. All sessions were conducted in the same indoor
laboratory under fixed overhead LED lighting, with a Samsung Galaxy M31 running the
ARCore-based application. A real pink sphere was placed atop a tiled floor to serve as
the physical reference object.

Each participant’s session unfolded as follows:

1. Introduction (1-2 minutes): Participants received a brief overview of the experi-
ment’s goals, a high-level explanation of AR, and the importance of accurate lighting and
shadow behavior in creating believable virtual content. They were assured that no prior
AR expertise was required.

2. Observation of the Real Sphere (1-2 minutes): Holding the idle smartphone,
participants were instructed to move the device slowly around the pink sphere, observing
its natural shadow from multiple vantage points. This step grounded participants in
the real lighting conditions and established their expectations for how shadows should
behave.

3. Automated Light-Scan Phase (Around 3 seconds): With the AR application al-
ready launched, the experimenter started a stopwatch the moment the live camera feed
began its initial grayscale analysis. During these approximately three seconds, the app
continuously examined each frame to detect its brightest pixel. When the system signaled
that it had completed this brightest-pixel search and was ready for object placement, the
experimenter stopped the stopwatch, recording the scan duration for that session.

4. Virtual Sphere Placement and Exploration (2-3 minutes): Participants tapped
anywhere on the screen to place the virtual sphere at the detected location. They then
moved the phone around the virtual sphere—mirroring the earlier real-sphere observa-
tion—paying particular attention to how the AR system’s shadow responded to changes
in camera angle and position.

5. Questionnaire Completion (5-7 minutes): Immediately afterward, participants
opened a Google Form on the same device. They rated eight statements covering shadow
alignment, realism, responsiveness, initial scan delay, and overall immersion on a five-
point Likert scale (1 = Strongly Disagree to 5 = Strongly Agree). Finally, an open-ended
prompt invited any additional comments or suggestions.

By comparing how participants first observed the real sphere and its shadow with how
they then interacted with the virtual sphere and its shadow—while also timing the light-
scan phase and gathering structured feedback—each person could directly see and judge
the differences between the real and AR shadows before answering the questionnaire.

Figure 5.1 illustrates this process with a flow diagram to give an overview of the eval-
uation steps. Additionally, Figure 5.2 presents a side-by-side comparison of screenshots
captured from the live video stream. The left column shows the virtual sphere and its
shadow rendered by the AR system in two different timeframes and angles, while the
right column shows the real pink sphere and its natural shadow captured under the same
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lighting and movement conditions.

Flace the real sphere on the tile surface. The user
uses the maobile phone camera to ook at the pink
sphere and its shadow under the light, walking
around it to see from different angles.

!

Imstruct the user to view the virtual sphere and
its generated shadow under the same lighting
conditions through the AR application, from the
same angles as in the previous step.

Provide a brief ovenview of AR,
purpose of shadows and
instructions for the activity.

Gather user feedback on their
user experience via the Google
form.

Figure 5.1: Evaluation workflow: environment scan, virtual placement, side-by-side video
presentation, questionnaire, and performance logging.

Figure 5.2: Comparison still: left column shows the AR sphere with vector-projected
shadow; right column shows the real sphere with natural shadow.

5.2 Results Analysis

5.2.1 Performance of Initial Light Scan

To precisely quantify how long our app takes to detect the brightest pixel (and thus
estimate the dominant light direction), we employed a simple stopwatch-based procedure
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that can be easily reproduced in any ARCore session. As soon as the AR application
opened and began its first grayscale conversion, the experimenter started a handheld
stopwatch. The stopwatch was stopped at the exact moment the internal brightest-
pixel search loop completed and the app signaled readiness for model placement. This
approach gives us a direct measurement of the “scan duration” in seconds without altering
the application code or interrupting the user’s flow.

We then translated this elapsed time into an estimate of how many video frames the
algorithm actually examined. The Galaxy M31’s rear camera, when used within ARCore,
delivers approximately 30 frames per second (FPS). By multiplying the measured scan
duration by 30 FPS, we obtain the approximate number of frames processed during that
initial phase. For example, a scan lasting 3.18s corresponds to processing about 3.18 s
x 30 FPS = 95 frames.

The stopwatch measurements collected across ten randomly selected sessions are sum-
marized in table 5.1. These times represent the duration from the moment the AR app
opened and began analyzing the camera feed, until the instant the brightest pixel was
identified and the system signaled readiness for model placement.

Trial Scan Duration (s) Estimated Frames Processed
1 3.10 93

2 3.20 96

3 3.00 90

4 3.30 99

) 3.40 102

6 3.20 96

7 3.10 93

8 3.30 99

9 3.20 96

10 3.00 90
Average 3.18s 95 frames

Table 5.1: Measured Scan Durations and Estimated Frames Processed

On average, the light-scan phase completes in 3.18s, implying that roughly 95 frames
are analyzed before the system commits to a single light direction. In practice, this means

each frame requires approximately 33 ms of processing time 953'flrinsles ~ 0.033 s/frame ,
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which remains below the perceptual threshold for real-time interaction. Participants
rated this initial delay as acceptable (mean 4.00/5), indicating that the brief pause did
not disrupt their immersion.

By combining these stopwatch measurements with user feedback, we demonstrate that
our brightest-pixel detection method satisfies both the technical requirement of sub-40 ms
per-frame processing and the user expectation of minimal latency. This fully addresses our
first research question—showing that a commodity smartphone can acquire environment
light direction in real time using only its onboard camera and simple image processing.

5.2.2 Questionnaire Analysis on the Shadow rendering realism

This below table 5.2 represents the responses of the Google form questionnaire from
the participants with the statements given in the form and its aim for mentioning that
statement, with the conclusion we can come regarding the findings.

Table 5.2: Questionnaire Analysis for the Evaluation

Evaluation
Criterion

1. The virtual object’s shadow direction matched the real-
world shadow direction I observed.

Aim of the cri-
terion

Determine how accurately the system’s computed light vector aligns
the virtual shadow with the real shadow, validating the core light-
estimation method.

@ Strongly disagree
@ Disagree
Neutral
® Agree
@ Strongly agree

L 4

Findings and

Conclusions Out of 16 respondents, 9 agreed, 3 disagreed, and 4 were neutral.
The majority agreement confirms that our brightest-pixel hit-test

approach reliably captures the dominant light direction in a
single-source indoor scene, producing shadows that align well with
participants’ expectations.
Evaluation 2. The shadow updated immediately when I moved my
Criterion phone (no noticeable lag).

Aim of the cri-
terion

Assess the real-time responsiveness of the shadow-projection
pipeline, ensuring per-frame latency remains below the threshold
of perceptual notice.
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@ Strongly disagree
@ Disagree
Neutral
@ Agree
@ Strongly agree
Findings and
Conclusions Responses comprised 10 “Agree,” 2 “Disagree,” and 4 “Neutral.”
The strong lean toward agreement indicates that most users
perceived the shadow updating with minimal lag, corroborating
our logged per-frame latencies of 20-30 ms (33-50 FPS).
Evaluation 3. The shadow shape looked natural and consistent with
Criterion the object’s geometry (e.g., sphere or cube).

Aim of the cri-
terion

Verify that the projected shadow silhouette matches the virtual
object’s form, reinforcing shape coherence between object and its
shadow.

@ Strongly disagree
@ Disagree
Neutral
® Agree
@ Strongly agree

Findings and
Conclusions 11 participants agreed, one strongly agreed, one disagreed, and 3
was neutral. This overwhelming consensus shows that even our
simplified hard-edged silhouette projection preserves the object’s
geometric cues sufficiently to appear plausible.
Evaluation 4. The initial wait time (3-4 seconds) for environment
Criterion scanning felt acceptable.

Aim of the cri-
terion

Determine user tolerance for the preprocessing delay needed to com-
pute the light direction vector before object placement.

Findings and
Conclusions

@ Strongly disagres
@ Disagree
Neutral
® Agree
@ Strongly agree

_—

Among participants, 10 agreed, one strongly agreed, and 5 were
neutral. The majority acceptance indicates that a brief 3-4 s scan
is broadly tolerable, though some users suggested adding a visual

progress indicator to improve perceived responsiveness.
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Evaluation
Criterion

5. The hard-edged shadow style was appropriate and did
not look distracting.

Aim of the cri-
terion

Evaluate whether the simplified vector-based hard-shadow render-
ing meets user expectations or if softer gradients are needed.

@ Strongly disagree
@ Disagree
Neutral
® Agree
@ Strongly agree

)
v

Findings and
Conclusions 9 participants agreed, one strongly agreed, two disagreed, and four
were neutral. While the hard-edge style was generally acceptable,
a notable fraction expressed a desire for subtle edge softening to
more closely mimic natural penumbra.
Evaluation 6. I could clearly see the shadow move in sync with my
Criterion camera movements.

Aim of the cri-
terion

Confirm temporal coherence of shadow updates, ensuring no visual
lag or jitter as the user changes viewpoint.

@ Strongly disagree
@ Disagree
Neutral
@ Agree
@ Strongly agree

~

Findings and
Conclusions Ten participants agreed, two disagreed, and four were neutral.
This unanimous positive feedback verifies that our per-frame
update loop maintains smooth, jitter-free shadow motion.
Evaluation 7. The overall realism of the AR scene (object 4+ shadow)
Criterion was high.

Aim of the cri-
terion

Assess the holistic perception of realism, combining all fac-
tors—direction, responsiveness, shape, and style—into a single user
judgment.
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@ Strongly disagree
@ Disagree
Neutral
@ Agree
@ Strongly agree

Findings and

Conclusions Ten participants agreed with six neutral responses. The strong
positive consensus demonstrates that even a lightweight,
camera-only shadow system can deliver highly convincing AR
scenes when properly integrated.
Evaluation 8. I would be comfortable using this AR app in a real-
Criterion world scenario (e.g., design preview).

Aim of the cri- | To get an overall idea about what the user’s experience about using
terion this application, and their acceptance of it, and to get to know that
this research would be worth further improving, and what could be
more improved.

@ Strongly disagree
@ Disagree
Neutral
® Agree
@ Strongly agree

.

Findings and

Conclusions Twelve participants agreed, one disagreed with three neutral

responses. The strong positive consensus demonstrates that this

research will improve the user experience and this could be used

for better applications with future improvements mentioned in
chapter 77.

5.2.3 Analysis of Evaluation Results

The structured questionnaire data offer a thorough view of how participants experienced
each component of our AR shadow system. We begin by examining the core technical
metrics—directional accuracy and responsiveness—then consider visual quality and over-
all user acceptance. Finally, we relate these findings back to our research objectives and
highlight opportunities for refinement.

Users first judged whether the virtual shadow’s direction matched the real-world ref-
erence. Nine out of sixteen agreed, three disagreed, and four were neutral, yielding a
mean of 4.25/5. This high score confirms that our approach—detecting the brightest
pixel in the camera feed and converting its screen coordinates into a 3D light vector via
ARCore hit testing—produces shadows that align convincingly under a single dominant
light source. Without accurate alignment, participants noted, shadows immediately ap-
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pear “fake,” so this result underpins the entire system’s realism.

Responsiveness proved even stronger: when asked if the shadow updated immedi-
ately as they moved their phone, ten agreed, two disagreed, and four were neutral, for
an average of 4.50/5. Participants frequently described an “instant shadow reaction,”
corroborating our internal timing logs of roughly 20-30 ms per frame for shadow recalcu-
lation. This seamless temporal coherence is critical—any lag between camera movement
and shadow update destroys the illusion of physical presence.

While alignment and responsiveness address the correctness and speed of the pipeline,
participants also evaluated visual fidelity. When invited to rate whether the shadow shape
matched the object’s geometry, eleven agreed, one strongly agreed, one disagreed, and
three were neutral (mean 3.92/5). The slightly lower score reflects the hard edges of
our vector-based shadows, which lack the soft gradient (penumbra) characteristic of real
illumination. Many users suggested a “subtle blur” to soften the silhouette, pointing
directly to future work on lightweight edge-softening techniques.

We also measured user tolerance for the initial light-scan phase—the period during
which the app analyzes camera frames to detect the brightest pixel before placing the
model. To obtain precise timing, we used a handheld stopwatch: the timer started the
moment the AR app opened and began its first grayscale conversion, and stopped as
soon as the brightest-pixel loop completed. Across ten randomly selected sessions, this
scan averaged 3.18 s, corresponding to approximately 95 frames at 30 FPS. Participants
rated this delay as acceptable (mean 4.00/5), noting that a brief calibration pause felt
reasonable given the immediate realism that followed. Several suggested adding a simple
progress indicator during the scan to reassure users that the system was actively cali-
brating rather than stalled.

Next, we asked whether the hard-edged shadow style felt appropriate or distracting.
Nine agreed, one strongly agreed, two disagreed, and four were neutral—an average of
3.75/5. While most found the crisp silhouette acceptable, a notable fraction desired more
natural softness. This feedback, together with the shape-matching scores, highlights the
primary visual limitation of our current rendering approach.

Smooth motion—whether users could clearly see the shadow move in sync with camera
movements—received a mean of 4.42/5 (10 agree, 2 disagree, 4 neutral). This reaffirms
that frame-synchronous vector projection maintains spatial coherence, a non-negotiable
requirement for believable AR. Any jitter or lag would have driven this score downward,
but participants reported consistently fluid behavior.

Finally, overall realism (4.08/5) and willingness to use the app in real-world scenarios
(4.33/5) demonstrate broad user acceptance of the system. Participants commented that
the virtual sphere “felt grounded” once shadows appeared, and many expressed enthusi-
asm for applying similar techniques in design previews or educational tools.

In summary, the evaluation confirms that our lightweight, camera-only pipeline suc-
cessfully meets its core objectives: it rapidly acquires lighting direction (3.18 s scan),
applies it to render directionally accurate shadows (4.25/5 alignment), and maintains
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real-time responsiveness (4.50/5) on a mid-range smartphone. Visual fidelity—specifically
shadow softness—emerged as the main area for improvement. The stopwatch-measured
timings, paired with high user ratings, validate the feasibility of real-time shadow ren-
dering without depth sensors or expensive hardware, while pointing clearly to the next
steps of Ul feedback during scanning and soft-edge shadow enhancements.



Chapter 6

Discussion

This chapter brings together the empirical findings, user feedback, and stopwatch mea-
surements to interpret how well the system fulfills its original goals. We begin by explic-
itly mapping our results back to the three research questions that guided this work. We
then discuss performance, visual realism, user experience, and the key design trade-offs
underlying our lightweight, mobile-only approach. Finally, we highlight the contextual
limitations of this study and sketch implications for real-world use.

6.1 Mapping Back to Research Questions

To close the loop on the original aims, we now explicitly relate the critical evaluation
above to the three research questions that guided this work.

1: How can environmental light direction be accurately acquired from a live
video stream on a mobile phone? The stopwatch-timed scan demonstrated that
our brightest-pixel detection completes in just over three seconds—processing roughly
ninety-five frames on a Samsung Galaxy M31—while users rated this calibration delay
as acceptable (mean = 4.00/5). The subsequent alignment score of 4.25/5 confirms that
this single-pass, image-processing approach reliably captures the dominant indoor light
vector without specialized hardware or machine-learning models.

2: How can this acquired light direction be used to dynamically adjust lighting
in an AR scene? By feeding the pre-computed light vector into a per-frame vector-
projection shadow renderer, we achieved frame-synchronous updates that users described
as “instant” and “smooth.” Responsiveness (4.50/5) and motion coherence (4.42/5) rat-
ings validate that dynamic shadow recalculation on each camera update successfully
translates a one-time scan into continuous, real-time lighting adaptation.

3: How does the proposed approach affect the realism and usability of the AR
experience from the user’s perspective? Overall realism (4.08/5) and willingness-
to-use (4.33/5) scores show that participants found the AR scene believable and prac-
tical. Qualitative comments— “the sphere felt grounded” and “shadows really sell the
effect”—demonstrate that even hard-edged shadows significantly enhance immersion.
Slightly lower scores for shadow naturalness (3.92/5) and non-distractiveness (3.75/5)
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pinpoint the next frontier: introducing lightweight soft-shadow techniques to close the
remaining perceptual gap.

Together, these findings form a cohesive narrative: a simple, camera-only pipeline can
acquire, apply, and deliver realistic lighting effects on mid-range smartphones, satisfying
each research question in turn and charting a clear path for future refinement.

6.2 Stopwatch-Measured Scan Performance

A crucial piece of evidence came from the stopwatch protocol. Immediately upon launch-
ing the AR app, a handheld stopwatch was started; it was stopped the instant the
brightest-pixel detection loop completed and the app signaled readiness for placement.
Over ten trials this scan took 3.18 s on average, implying processing of roughly ninety-
five frames at 30 FPS. Participants rated this brief pause 4.00/5 for acceptability. In
other words, the system achieves real-time light estimation without burdening users—a
foundational success that undergirds all subsequent shadow behavior.

6.3 Shadow Accuracy and Visual Realism

Directional accuracy was confirmed by a mean alignment rating of 4.25/5. Most users
agreed that the virtual shadow fell where they expected, validating the brightest-pixel
+ hit-test pipeline under a single light source. However, the hard-edged silhouette style
received a lower mean of 3.75/5 for non-distractiveness and 3.92/5 for shape naturalness.
Participants noted the absence of soft penumbra, describing the boundary as “too crisp.”
This perceptual gap highlights a trade-off: our vector-projection method delivers speed
and simplicity, but at the cost of the subtle gradients that characterize real shadows.

6.4 Responsiveness and Temporal Coherence

Responsiveness earned the highest mean score (4.50/5). Users consistently reported that
“the shadow moved instantly” with camera motion. This aligns with our design choice to
confine heavier computation to the initial scan, leaving only lightweight vector transforms
each frame. The result is a temporally coherent experience: shadows remain locked to
object and viewpoint changes without jitter or lag.

6.5 User Experience and Interaction

Overall realism (4.08/5) and willingness to use in real-world scenarios (4.33/5) demon-
strate strong user acceptance. Verbal comments— “the sphere felt grounded” and “I’d use
this for quick previews”—underscore that even simplified shadows meaningfully enhance
presence. The only notable usability concern was the scan phase: while acceptable, some
users suggested a progress indicator to reassure them during the 3 s calibration. This is
a low-cost Ul improvement that would require no change to the core algorithm.
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6.6 Design Trade-Offs and Their Impact

We have avoided ARCore’s Depth API and heavyweight rendering engines to maximize
device compatibility and runtime performance. Hit testing provided “good enough”
3D positioning on planar surfaces, and vector projection eliminated the need for GPU-
intensive shadow mapping. These choices delivered on our objectives but constrain the
system to hard shadows and single-source lighting. The evaluation confirms that, within
these limits, the trade-offs achieve an excellent balance of performance, accuracy, and
usability.

6.7 Contextual Limitations

All testing occurred in a controlled indoor environment with one dominant light. We did
not assess multi-source, colored, or dynamic lighting. Thus, while our findings hold for
the intended scope, they may not generalize to outdoor scenes or complex illumination.
Nonetheless, by isolating a common use case, we have demonstrated a viable, end-to-end
mobile solution.

6.8 Critical Evaluation

The combined evidence—from stopwatch-measured scan durations to detailed user feed-
back—demonstrates that this lightweight, mobile-only pipeline successfully delivers real-
time, directionally accurate shadows on a commodity smartphone. Under the controlled
indoor conditions tested (single LED source, textured planar surface), the system consis-
tently achieved a stable light-direction estimate in just over three seconds and processed
each subsequent frame’s shadow transformation in under 30 ms. Users rated both the
alignment (4.25/5) and responsiveness (4.50/5) of the shadows very highly, and most
(4.08/5) found the overall scene realistic enough for practical applications such as design
previews or educational demonstrations.

Performance remained smooth throughout extended interactions on a Samsung Galaxy
M31, with no overheating or frame drops reported—validating that a carefully designed
one-time scan plus per-frame vector math can meet the real-time demands of AR without
offloading computation to specialized hardware or cloud services. Participants’ verbal
comments— “instant shadow reaction,” “felt grounded,” and “would use this in a real
project”—underscore the practical utility and positive user reception of the system.

At the same time, the evaluation surfaced one clear area for improvement: the hard-
edged nature of the projected shadows. Scores for shadow naturalness (3.92/5) and non-
distractiveness (3.75/5) indicate that adding subtle softening or gradient falloff would
meaningfully enhance perceived realism. Importantly, users did not request changes
to the core interaction model or processing pipeline—only to the visual styling of the
shadows—suggesting that future work can focus on augmenting, rather than overhauling,
the existing architecture.

In summary, this critical evaluation confirms that hardware-free, image-based light-
ing estimation and vector-based shadow rendering constitute a viable, end-to-end solution
for mobile AR lighting. The approach strikes an effective balance between performance,
compatibility, and visual believability, making it well suited for mid-range devices and
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everyday AR use cases. Guided by these findings, in the next chapter we will explore con-
crete strategies for introducing soft-shadow effects, supporting multi-source lighting, and
further refining the user experience—advancing the system toward higher photorealism
while preserving its core strengths of speed and accessibility.
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Conclusions and Future Work

In this final chapter, we bring together the various strands of the research—examining
the limitations uncovered during development, outlining concrete avenues for future en-
hancement, and offering an overarching conclusion that situates our contributions within
the broader field of mobile Augmented Reality (AR).

7.1 Limitations

Although this system succeeds in delivering real-time, on-device lighting estimation and
shadow rendering using only a smartphone camera and ARCore hit testing, the chosen
simplifications introduce clear constraints. First, the brightest-pixel heuristic—identifying
the single most intense screen-space point during a short pre-scan interval—can be misled
by specular highlights or secondary reflections. In environments with multiple or moving
light sources, the algorithm may lock onto an incorrect direction, and because we perform
this scan only once before object placement, any subsequent change in illumination (for
example, turning on a secondary lamp or moving into a different lit area) is ignored until
the AR session is restarted.

Second, this shadow rendering adopts a purely geometric projection, producing hard-
edged, uniformly opaque silhouettes. While this approach guarantees smooth perfor-
mance on midrange devices, it lacks the subtle penumbra and ambient occlusion effects
that lend shadows their natural softness and depth. As a result, spherical or organic
shapes in particular can appear visually dissonant when juxtaposed with their real-world
counterparts.

Finally, the decision to avoid ARCore’s Depth API in favor of basic hit testing ensures
compatibility across a wide range of Android devices, but sacrifices the rich spatial detail
that per-pixel depth maps or point clouds could provide. This two-point approximation
cannot capture surface curvature or subtle inclines, limiting shadow accuracy on uneven or
richly textured planes. Moreover, by building atop Sceneform—a library now deprecated
by Google—we face potential maintenance challenges as the Android ecosystem evolves.

7.2 Future Work

The limitations described above point naturally to several paths for enhancement. To
bolster lighting estimation, one can extend the brightness analysis from a single pixel
to a clustered region of interest, using lightweight histogram or clustering methods to
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identify the true centroid of the dominant light. Introducing a periodic or event-driven
re-scan mechanism—triggered by ambient-light-sensor fluctuations or user input—would
allow dynamic relighting when environmental conditions change.

On the rendering side, integrating soft-shadow techniques need not entail prohibitive
computational cost: a simple radial blur or alpha-gradient applied to the projected sil-
houette can approximate penumbral falloff and imbue shadows with a more organic ap-
pearance. Additionally, modulating shadow opacity based on object-to-surface distance
or the angle of incidence would simulate the natural softening that occurs as shadows
stretch across a plane.

Broader platform support represents another fruitful direction. Porting the core algo-
rithm to i0S via ARKit, or to browser-based AR frameworks using WebGL and Three.js,
would extend its reach and facilitate cross-device studies. Migrating to a modern, actively
supported engine—such as Unity’s AR Foundation—could further streamline deployment
across Android and iOS, while offering access to more advanced lighting and rendering
features as mobile GPUs continue to improve.

7.3 Conclusion

This project has demonstrated that even under the tight constraints of commodity smart-
phone hardware—absent of specialized depth sensors, HDR cameras, or external light
probes—it is possible to achieve a convincing level of lighting realism in mobile AR
by carefully balancing simplicity, performance, and visual coherence. By employing a
brightest-pixel detection method, coupling it with ARCore hit testing for a two-point 3D
vector approximation, and rendering shadows via a lightweight geometric projection, we
created an end-to-end pipeline that runs at interactive frame rates on midrange devices.

Throughout the course of development and evaluation, user feedback revealed that
while the system’s responsiveness and shadow alignment earned high marks, the visual
flatness of hard-edged silhouettes and the lack of adaptability to changing light conditions
were immediately noticeable. These insights underscore a fundamental tension in mobile
AR: the need to reconcile the limited computational budget of handheld devices with the
human visual system’s acute sensitivity to lighting and shadow cues.

Yet it is precisely by confronting this tension that our work contributes a practical
baseline: a method that can be integrated into real-world applications—be it for retail
previews, educational AR modules, or rapid prototyping tools—without demanding high-
end hardware or extensive preprocessing. As mobile platforms continue to evolve, this
foundation can be incrementally enhanced with soft-shadow effects, dynamic relighting,
and cross-platform compatibility, progressively closing the gap between convenience and
photorealism.

The current system successfully demonstrated a hardware-free, app-based approach to
simulating light-aware shadows in AR using only basic sensors and camera data. However,
to move from a research prototype toward a deployable solution, several refinements
are needed. Enhancing light estimation accuracy, improving visual fidelity of shadows,
introducing dynamic adaptability, and expanding platform support are all promising
directions.

Future work should maintain the system’s emphasis on accessibility and performance
while pushing the boundaries of realism and generalizability. By continuing in this direc-
tion, the research can evolve into a mature tool that enables high-quality AR experiences
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across disciplines and industries.

In conclusion, this research charts a clear course: start with the simplest, most robust
building blocks that guarantee broad accessibility; measure carefully where visual fidelity
falls short; and then layer on targeted improvements—whether in image analysis, render-
ing algorithms, or user interaction design—to elevate the AR experience. By doing so, we
not only deliver a working solution for today’s devices, but also establish a roadmap for
the next generation of mobile AR applications, where real-time lighting realism becomes
not an optional luxury, but an integral, ubiquitous feature.



References

[1]

[11]

K. E. Soulier, M. N. Selzer, and M. L. Larrea, “Real-time estimation of illumination
direction for augmented reality with low-cost sensors,” Departamento de Ciencias e
Ingenieria de la Computacion, Universidad Nacional del Sur, 2019, laboratorio de
Investigacion y Desarrollo en Visualizacion y Computacion Gréfica, VyGLab.

B. J. Boom, S. Orts-Escolano, X. X. Ning, S. McDonagh, P. Sandilands, and R. B.
Fisher, “Interactive light source position estimation for augmented reality with an
RGB-D camera,” Comput. Animat. Virtual Worlds, vol. 28, no. 1, p. el686, Jan.
2017.

Google Inc., “Arcore — google developers,” https://developers.google.com/ar, 2023,
accessed: 2025-04-23.

7

Apple Inc., “Arkit — apple developer documentation,” https://developer.apple.

com/augmented-reality /arkit/, 2023, accessed: 2025-04-23.

Khronos Group, “Webgl — opengl es for the web,” https://www.khronos.org/
webgl/, 2023, accessed: 2025-04-23.

M. Pharr, W. Jakob, and G. Humphreys, Physically Based Rendering: From
Theory to Implementation, 3rd ed. Morgan Kaufmann, 2016, ch. Monte Carlo
Integration and Path Tracing, pp. 377-432, chapter discussing Monte Carlo Ray
Tracing techniques. [Online]. Available: https://www.pbrt.org/

P. Debevec and D. Lemmon, “Image-based lighting,” in SIGGRAPH 2001 Course
Notes, Aug. 2001, course Notes.

K. Agusanto, L. Li, Z. Chuangui, and N. W. Sing, “Photorealistic rendering for aug-
mented reality using environment illumination,” in Proceedings of the IEEE/ACM
International Symposium on Augmented and Mized Reality (ISMAR °03), October
2003, pp. 208-216.

S. Gibson and A. Murta, “Interactive rendering with real world illumination,” in
Proceedings of the 11th Eurographics Workshop on Rendering (Rendering Techniques
’00).  London, UK: Springer-Verlag, June 2000, pp. 365-376.

M. Meilland, C. Barat, and A. Comport, “3D high dynamic range dense visual SLAM
and its application to real-time object re-lighting,” in 2013 IEEFE International Sym-
posium on Mized and Augmented Reality (ISMAR). 1EEE, Oct. 2013.

N. Neverova, D. Muselet, and A. Trémeau, “Lighting estimation in indoor
environments from low-quality images,” Laboratoire Hubert Curien-UMR CNRS

52


https://developers.google.com/ar
https://developer.apple.com/augmented-reality/arkit/
https://developer.apple.com/augmented-reality/arkit/
https://www.khronos.org/webgl/
https://www.khronos.org/webgl/
https://www.pbrt.org/

References 53

[16]

[17]

[18]

[21]

[22]

5516, University Jean Monnet, 2016, {damien.muselet,alain.tremeau}@univ-st-
etienne.fr. [Online|. Available: http://laboratoirehubertcurien.fr

P. Kan and H. Kaufmann, “Deeplight: Light source estimation for augmented reality
using deep learning,” The Visual Computer, vol. 35, pp. 873-883, 2019.

X. Wang, K. Wang, and S. Lian, “Deep consistent illumination in augmented reality,”
in 2019 IEEE International Symposium on Mized and Augmented Reality Adjunct
(ISMAR-Adjunct), October 2019.

M. Gardner, K. Sunkavalli, E. Yumer, X. Shen et al., “Learning to predict indoor
illumination from a single image,” ACM Transactions on Graphics (TOG), vol. 36,
no. 6, pp. 1-14, 2017.

A. Sommer, U. Schwanecke, and E. Schoemer, “Real-time light estimation and neu-
ral soft shadows for ar indoor scenarios,” arXiv:2308.01613v1 [cs.CV], August 2023,
computer Vision and Mixed Reality Group, RheinMain University of Applied Sci-
ences, Wiesbaden Riisselsheim, Germany; Institute of Computer Science, Johannes
Gutenberg University Mainz, Germany.

F. Nodelijk and A. Uppugunduri, “Estimating lighting from unconstrained rgb
images using deep learning in real-time for superimposed objects in an augmented
reality application,” Master’s thesis, Linkoping University, SE-581 83 Linkdping,
2021, TU-IDA/LITH-EX-A-2021/042-SE. [Online]. Available: www.liu.se

L. Williams, “Casting curved shadows on curved surfaces,” SIGGRAPH Comput.
Graph., vol. 12, no. 3, pp. 270274, August 1978.

F. C. Crow, “Shadow algorithms for computer graphics,” in Proceedings of the 4th
Annual Conference on Computer Graphics and Interactive Techniques (SIGGRAPH
77).  New York, NY, USA: Association for Computing Machinery, 1977, pp. 242—
248.

J. F. Blinn, “Me and my (fake) shadow,” IEEE Computer Graphics and Applications,
vol. 8, pp. 82-86, 1988.

J. T. Kajiya and B. P. V. Herzen, “Ray tracing volume densities,” in Proceedings
of the 11th Annual Conference on Computer Graphics and Interactive Techniques
(SIGGRAPH ’84). New York, NY, USA: Association for Computing Machinery,
1984, pp. 165-174.

M. Agrawala, R. Ramamoorthi, A. Heirich, and L. Moll, “Efficient image-based
methods for rendering soft shadows,” in Proceedings of the 27th Annual Conference
on Computer Graphics and Interactive Techniques (SIGGRAPH ’00). USA: ACM
Press/Addison-Wesley Publishing Co., 2000, pp. 375-384.

S. Parker, P. Shirley, and B. Smits, “Single sample soft shadow,” University of Utah,
Tech. Rep. UUCS-98-019, October 1998.


http://laboratoirehubertcurien.fr
www.liu.se

	Declaration
	Dedication
	Acknowledgements
	Abstract
	Introduction
	Overview
	Augmented Reality and Its Evolution
	Importance of Real-Time Lighting in AR
	Existing Challenges
	Research Motivation
	Research Problem
	Research Aim
	Research Questions
	Research Objectives
	Scope of the Research
	Structure of the Thesis

	Literature Review
	Introduction to Lighting in Augmented Reality
	Image-Based Lighting (IBL)
	Sensor-Based Light Estimation
	Low-Cost and Hardware-Free Estimation Techniques
	Machine Learning and Deep Learning Approaches
	Shadow Rendering Techniques in AR
	Research Gap and Contribution

	Methodology
	Overview
	Design Goals and Constraints
	Real-Time Performance on Mobile Devices
	Wide Device Compatibility
	Visual Realism Through Dynamic Shadows

	System Architecture
	Brightest Pixel Detection
	Depth Estimation Using Hit Testing and Mathematical Approach
	Vector-Based Shadow Rendering
	Why Not Use Three.js or External Engines
	Implementation of Shadow Projection
	Dynamic Shadow Updating

	Application Flow Summary
	Summary

	Implementation
	Introduction
	Tools and Technologies
	System Architecture Overview
	Camera Initialization and Lighting Analysis
	AR Session Setup
	Capturing Live Camera Feed
	Brightest Pixel Detection

	Object Placement and Hit Testing
	3D Light Direction Estimation via Coordinate Mapping
	Model Rendering and Asset Preparation
	Shadow Rendering and Projection
	Dynamic Shadow Updates Using Live Camera Tracking
	User Interface and Experience
	Performance Considerations and Optimization
	Summary

	Evaluation and Results
	Experimental Scenario and Setup
	Hardware and Software Environment
	Physical Test Object: Real Pink Sphere
	Virtual Test Object: AR Sphere Model
	Participants Recruitment and Demographics
	Evaluation Setup and Procedure

	Results Analysis
	Performance of Initial Light Scan
	Questionnaire Analysis on the Shadow rendering realism
	Analysis of Evaluation Results


	Discussion
	Mapping Back to Research Questions
	Stopwatch‐Measured Scan Performance
	Shadow Accuracy and Visual Realism
	Responsiveness and Temporal Coherence
	User Experience and Interaction
	Design Trade‐Offs and Their Impact
	Contextual Limitations
	Critical Evaluation

	Conclusions and Future Work
	Limitations
	Future Work
	Conclusion

	References

